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What is React?

**React is an Open Source JavaScript library** used for creating dynamic and interactive user interfaces for mobile and web applications. It is highly flexible, declarative and efficient for developing scalable, simple, and fast front-end for web & mobile applications. In simple terms, React JS effectively handles the view layer of mobile and web application.

**React is flexible** in such a way that, in any application, we can use as little or as much React as you need. For example, react can be used in any existing web application to develop a new feature or even the application’s entire UI.

**React is only concerned with rendering data to the Document Object Model** (DOM) and so creating React applications usually requires the use of additional libraries for implementing things like state management and routing which we will discuss in our upcoming videos.

**ReactJS has become highly popular** across the globe because of its extra simplicity and flexibility. Many people are even referring to ReactJS as the future of web development.

Part of this huge popularity comes from the fact that top corporations such as Facebook, PayPal, Uber, Instagram, Airbnb etc use it to develop the user interfaces.

## React Journey

React was created by Jordan Walke, who is a software engineer at Facebook, It was first deployed on Facebook's News Feed in 2011 and later on Instagram in 2012. It was open-sourced at JSConf US in May 2013.

* React Native, which enables native Android and iOS development with React, was announced at Facebook's React Conf in February 2015 and open-sourced in March 2015.
* On April 18, 2017, Facebook announced React Fiber, a new core algorithm of React library for building user interfaces. React Fiber was to become the foundation of any future improvements and feature development of the React library.
* Like any other Library or Framework, even React has several versions as part of its evolution and 16.12 is the Current Release and we will discuss the various versions available in React and their important changes in our upcoming tutorials.

### Prerequisites to learn React

* HTML
* CSS
* Knowledge of JavaScript and ES6(let and constant, classes and Arrow functions)
* Basic Knowledge of Node and npm

We will discuss the basics of Node and NPM in our upcoming videos when we setup React
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### Virtual DOM:

The most important and biggest feature introduced by React is Virtual DOM. In React, as a developer, we work with Virtual DOM instead of working directly with Real DOM. This will be discussed in our upcoming videos in detail.

### Components:

In react, every application UI is broken down into Components. The component is the most basic building block of the Application UI.

### JSX:

JSX stands for Javascript Syntax Extension. React uses JSX for building templates instead of regular JavaScript. It is not necessary to use it when we are working with React but JSX makes React a lot more elegant. This feature makes it much better than many other frameworks out there today.

### One-way data-binding:

React JS follows one-way data binding or unidirectional data flow that gives better control throughout the application.

### React Native:

React Native is an open-source mobile application framework while React is for websites(front-end). In React JS, React is the base abstraction of React DOM for the web platform, while with React Native, React is still the base abstraction but of React Native. So the syntax and workflow remain similar, but the components are different.

# ReactJS installation and setup

For setting up React in our local system, the first step is to Install NodeJs and npm.

## Install Nodejs

Node.js provides a runtime environment to execute JavaScript code from outside a browser. NPM, the Node package manager is used for managing and sharing the packages for either React or Angular.

NPM will be installed along with Nodejs. Node.js can be downloaded and installed from the official NodeJs website.

https://nodejs.org

Once the Installation of Node is complete. Open Node.Js Command Prompt and we can check the version as well.

## Install Create-React-App Tool

The next step is to install a tool called create-react-app using NPM. This tool is used to create react applications easily from our system. You can install this at the system level or temporarily at a folder level. We will install it globally by using the following command.

npm install -g create-react-app

Creating a new react project

After create-react-app is installed, we can create our first react application. Let's say I want to create the project or application in D:\React\_Programs. I will create this folder and let our command prompt point to it by using the change directory command.

Let's create a new Project now using the command.

create-react-app test-project

Remember not to create the project with an upper case character In it.

Running the React Application

Let's do CD to the Project we have created and run it locally on our system using npm start. Launch the browser and visit [http://localhost:3000](http://localhost:3000/). We can then see our first React Application response in the browser.

cd test-project

npm start

We have created a New Project using React and executed the Project.

But as a developer, we would be more interested to know about the Project which is created, its structure and we would like to play around with it. So it is time for us to get an Editor. When we think of IDE, we have a variety of choices like Visual Studio Code, React IDE, Sublime Editor, Atom Editor, Webstorm and a few others. We will use the VS Code as our Editor.

Visual Studio Code is a free IDE from Microsoft built for developing and debugging web applications. It has integrated Git control & terminal.  VS code’s IntelliSense allows Visual Studio Code to provide you with useful hints and auto-completion features while you code. So the next step is to install the Visual Studio Code.

Install Visual Studio Code

Download and install Visual Studio Code from the following URL

<https://code.visualstudio.com/download>

After the installation, open the Project we have created earlier using the VS Code. The Project has the following 3 folders

* Node\_modules
* Public
* src

The output we have seen when the Project is executed comes from a file called Index.html which resides inside the public folder.

In index.html we have one div tag with id as root.

<div id="root"></div>

To understand the relation between the output we see and this index.html, Open src/app.js file. The image and the text we see in the browser are coming from here. Let's make a small change in the text, save it and let's have a look at the browser. We can see the changes and it happens very fast.

How the index.html is linked to App.js will be discussed in our upcoming videos. With this we have the react environment setup on our local machine and we are ready to explore React.

## React online editors

Let's say we are in office, we have some free time and we’re interested in playing around with React, then you can use an online code playground like  CodePen, CodeSandbox, or Glitch.

For example, let's say we want to create react project using CodePen. In the browser, navigate to https://codepen.io/ and click on Start Coding.

Create a simple div in HTML section.

<div id="root"></div>

Followed by writing some JavaScript Code :

ReactDOM.render(

<h1>Welcome to React World</h1>,

document.getElementById('root')

);

This code will throw an error as we are missing the references to two Javascript files.

Go to Pen Settings section of Js and add,

https://unpkg.com/react/umd/react.development.js

https://unpkg.com/react-dom/umd/react-dom.development.js

One script file refers to React and the other refers to ReactDOM which is the Virtual DOM introduced by React. Set the Javascript Preprocessor to Babel.

With the above settings, you should have the output produced as expected.

Babel is a free and open-source JavaScript transcompiler that is mainly used to convert ECMAScript 2015+ code into a backwards-compatible version of JavaScript that can be run by older JavaScript engines. Babel is a popular tool for using the newest features of the JavaScript programming language. More about Babel will be discussed in our upcoming videos.

I hope we are clear on doing the React setup and creating our first Project using React.

# Introduction to React Element

In this Article, we will understand about what are React elements, how do we create Elements and how do we render Elements

Elements are the smallest building blocks of React apps. An element specifies what should be there in our UI. An Element is a plain object describing what we want to appear in terms of the DOM nodes.

Creating a React Element is Cheap compared to DOM elements.  An Element can be Created by using JSX or React without JSX. Lets create our first React Element using JSX. Open index.js file from src folder.

const element = <h1>Hello, world</h1>;

We have created an Object of type h1 and assigned it to a variable called as element. This element should be rendered into the Browser DOM, and for that we need a container. Open Index.html and there is a div with id as root and we will use that div as our container.

The above created Element can be rendered into it By writing

ReactDOM.render(element, document.getElementById('root'));

Lets say we want to assign some styles to this element. Create a css class with classname as testclass in index.css. Apply this class to the element using className attribute.

const element=<h1 className="testClass">Hi...</h1>

An Element contains type and properties, here h1 is the type and this element contains className as property. An Element can be as simple as the one we have created or an element can contain elements inside it.

I am creating an Element which contains div and div has a h1 tag and h2 tag and we render this element to the div container.

const element = (

<div>

<h1>Welcome to React Programming World</h1>

<h2>Understanding React Rendering…</h2>

</div>

);

ReactDOM.render(element, document.getElementById('root'));

Lets save these changes and observe the response in the browser.

The above code we have written using JSX would be compiled into Plain Javascript using Babel. JSX is not a requirement for using React. Using React without JSX is especially convenient when you don’t want to set up compilation in our build environment.

A React Element can also be created by using

const element = React.createElement("h1",null,'Hello World');

CreateElement method takes few parameters. First one is the type of Element we want to create like h1 or h2 or div. Second parameter specifies the Properties we want to apply to this element. Third one represents the Child Element or Elements that has be placed inside the Parent one. The above line of code tells React that we want a h1 element without properties or attributes applied and Hello World being the Child in it.

If we want to apply the css class we have created to this element then, lets add a Property called className

const element = React.createElement("div",{className:"testClass"},'Hello World');

Lets save this change and see the output in the browser.

Now lets say, we want to create one h1 tag and one h2 tag inside the div element. To achieve this, we have to pass two elements as child elements to this div. So lets go ahead and make changes.

const element=React.createElement("div",{className:"testClass"},

React.createElement("h1",null,'Welcome to SpringPeople Technologies'),

React.createElement('h2',null,'I am from h2 Tag'));

Lets save this change and see the output in the browser.

To understand the difference between React with JSX, react withour JSX much better, lets open https://codepen.io . Click Start Coding. Create a div tag in html section with id as lets say app.

Create a React Element without using JSX and render it in the container . Lets refer to the two Javascript files which are needed to run React Code. The code can be executed without setting babel as Javascript preprocessor.

# Introduction to Components in React

In this Article, we will understand about what are React Components, how do we create Components and how do we render Components.

Components are the building blocks of any React app. Components allow us split the UI into independent and reusable pieces.

A component is combination of

1. Template using HTML

2. User Interactivity using JS

3. Applying Styles using CSS

 A typical React app will have many components like header component, navbar component, footer component and content component. Conceptually a component is a JavaScript class or function that accepts inputs which are properties(props) and returns a React element that describes how a section of the User Interface should appear. A component can be created as Function Component or Class Component.

Open the demo-project using VS code and run this Project using Nodejs Command Prompt. Lets say we want to Create a Javascript function which takes an Object and returns a container which displays Employee Information.

function Employee(data) {

return <div><p>Name : {data.name}</p>

<p>Salary : {data.salary}</p></div>;

}

The above function is an example of Component and we can Call this by writing

const element = <Employee name="Sara" salary="12345" />;

and this element can be rendered using

ReactDOM.render(element, document.getElementById('root'));

In our Previous sessions, we have created React elements that represent DOM tags. However, elements can also represent user-defined components. When React sees an element representing a user-defined component, it passes JSX attributes to this component as a single object. We call this object “props”.

A function can also be created using Arrow function. Lets modify the same code using Arrow function.

const Employee=(data)=> {

return <div><p>Name : {data.name}</p>

<p>Salary : {data.salary}</p></div>;

}

Note: Always start component names with a capital letter. React treats components starting with lowercase letters as DOM tags. For example, <div /> represents an HTML div tag, but <Employee /> represents a component. Components can refer to other components in their output. This lets us use the same component abstraction for any level of detail.

Now lets Say along with the Employee Details, we would like to Display Employee Department information as well. One way is to write the Code to display department information in the Employee Component. It is not a good Practice to keep everything in one component. To promote Code reusability, we will split them into different components. So lets create a New Department Component which will display Department Information and this Component can be used by any other component.

const Employee=(data)=> {

return (<div><p>Name : {data.name}</p>

<p>Salary : {data.salary}</p>

<Department dept={data.dept} head={data.head}/>

</div>);

}

const Department=(deptInfo)=>{

return <div><p>Dept Name is : <b>{deptInfo.dept}</b></p>

<p>Dept Head is : <b>{deptInfo.head}</b></p>

</div>;

}

const element = <Employee name="Sara" salary="12345" dept="Test" head="Head" />;

ReactDOM.render(element, document.getElementById('root'));

The components we have created until now are called as Function Components. We will understand about Class Components in our Next Session.

# Class Components in React

As discussed in our previous article, React lets us define components as classes or functions. we have discussed about Function Components in our last article and In this article, we will understand Class Components.

To define a React component class, We have to create a class and extend React.Component class. Lets say we want to create an Employee Component and this Component should return the Element which displays Employee Details.

Open Index.js file from our Demo-Project, Create Employee class and extend it from React.Component. Output of any Class Component we create is dependent on the return value of a Method Called render(). The render() method is the only required method needs to be implemented in a class component.

lets create a div element which displays employee details like ID, Name , Location, Salary and return the div from this Method. To access the attributes that will be passed to this Component Class, in React we use this.props. Attribute Name. this.props contains the props that were defined by the caller of this component.

class Employee extends React.Component {

render(){

return <div>

<h2>Employee Details...</h2>

<p>

<label>Name : <b>{this.props.Name}</b></label>

</p>

</div>;

}

}

Calling the Class Component and rendering remains as same as the Function Component.

const element=<Employee Name="SpringPeople"/>

ReactDOM.render(element,document.getElementById("root"));

Lets save these changes, navigate to the browser and we can see the output.

Now lets create Department Component also as Class Component. So we create a Class, Name it as Department and extend React.Component. We will return an Element which displays Department Information like Department Name, Head of the Department Name and Use this Component in Employee Component.

class Employee extends React.Component {

render(){

return <div>

<h2>Employee Details...</h2>

<p>

<label>Name : <b>{this.props.Name}</b></label>

</p>

<Department Name={this.props.DeptName}/>

</div>;

}

}

class Department extends React.Component {

render(){

return <div>

<h2>Department Details...</h2>

<p>

<label>Name : <b>{this.props.Name}</b></label>

</p>

</div>;

}

}

const element=<Employee Name="SpringPeople" DeptName="Dev"/>

ReactDOM.render(element,document.getElementById("root"));

Props are Read-Only

Whether we declare a component as a function or a class, it must never modify its own props.

To understand this with an Example, lets go and add a Constructor to the Employee Component Class and inside the Constructor, lets try to log the Property Object.

constructor(){

console.log( this.props);

}

This Code will throw the Error and It is expecting us to call the Base Class Constructor and we do that by using Super();

After adding the Base Class Constructor call, if we look at the Console in the browser, we get props value as undefined. To make sure that props object can be accessed in constructor, we have to add this parameter to the constructor and pass that to the base class constructor as well. Now if we save this, we can see that object data in the Console log.

Now if we try to Change the Salary using props object,  we can see an error and error says.

React is pretty flexible but it has a single strict rule. Props are read-only. Of course, application UIs are dynamic and change over time. a new concept named “state” allows React components to change their output over time in response to user actions without violating this rule. By now we are clear on how to create function component and A Class Component. Then the obvious question is when to use which one?

If we are expecting features like

1. Managing State of the Components

2. Adding Life Cycle Methods to Components

3. Need to Write Logic for Event Handlers

Then we will go for Class Component and in rest of the cases we can go for Function Component.

We will be discussing these features in detail in our upcoming articles.

# State in React

In this article, we will understand the concept of State in React and its importance. In our previous article, We have discussed about properties and their ready-only behavior.

Application UIs are dynamic and change over time. And any changes we do on the Component Class members for various user actions should get updated into Browser UI. Now question is as our props are read only , how do we address this. To understand it in Practical, I have opened our demo-project we have created in our Previous Sessions and running it in the local environment.

Lets Open index.js , create a Component Class called Employee and we implement render method. Lets return div which contains one h2 tag and display text called Employee Component and place a button in the Text with Text as Add Employee. Lets Create a function called AddEmployee, in which lets show a simple alert message and to call this function on Click of the button, we use onClick attribute and lets Pass the AddEmployee to it. Lets Call this Component and render it to our DOM. Lets save these changes, navigate to our browser. And we can see the Employee Component contents are being shown.

class Employee extends React.Component {

addEmployee = () => {

alert('Clicked on addEmployee Method');

}

render() {

return <div>

<h2>Employee Component...</h2>

<button onClick={this.addEmployee}>Add Employee</button>

</div>

}

}

const element1=<Employee></Employee>

ReactDOM.render(element1,document.getElementById("root"));

Click on the Button and we can see the alert is being shown with the message. Now lets say we want to keep a track on how many times the button is being Clicked. Lets create a counter variable and initialize with zero. In AddEmployee function, lets increment this counter and display that in the alert.

count=0;

addEmployee = () => {

this.count=this.count+1;

alert(this.count);

alert('Clicked on addEmployee Method');

}

Lets save these and navigate to the browser, Click on the button several times and one can see that counter is incremented each time when the button is Clicked. Lets delete the alerts we are showing and create one paragraph element and display the counter value in it. Lets save these and navigate to the browser, Click on the button several times and one can see that counter is not incremented each time when the button is Clicked. That’s because the change we are doing on the counter property in the component class is not getting rendered into our UI.

Lets see how we can solve this in React. React introduces, a new concept named “state” which allows React components to change their output over time in response to user actions without violating this rule.

State is similar to props, but it is private and fully controlled by the component.

State contains data specific to a given component that may change over time.

The state is user defined plain javascript object.

By adding a “local state” to a class, we can move data from the props onto a state which can be updated. Lets create state object, add counter property in that object with a default value of 0. When the addEmployee method is Called, we have to incremenet the counter and this change should be updated in the UI. React provides a method called setState()  for managing  component states.

setState() tells React that this component and its children (sometimes delayed and grouped into a single batch) should be re-rendered with the most updated state. Lets Pass an Object which contains counter and write an arrow function which increments the Counter.  Lets display the counter value from the state object we have created. Save these changes, go back to the browser and one can see that counter value is increment on multiple button clicks.

class Employee extends React.Component {

state={count:0};

addEmployee = () => {

this.setState({counter:this.state.counter+1});

}

render() {

return <div>

<h2>Employee Component...</h2>

<button onClick={this.addEmployee}>Add Employee</button>

<p>

<label>Add Employee Button is Clicked : <b>{this.state.count}</b></label></p>

</div>

}

}

To make our understanding better, lets look at another example. Lets say we want to implement a scenario which we all see in many websites. We want to have a textbox where user can enter a message and a label which should display the number of characters entered in the textbox. To implement this, we create a Component Class, Lets Create Constructor with props as the argument, lets make base class constructor call using super. Lets initialize state object with message property in it. Lets set default message as empty.

Lets implement render method, I place a textbox and a label. When user enters the message in the textbox, this count message needs to displayed in the label. Lets create function named onMessageChange which will accept the entered text in the textbox as parameter. Change the state object message to display that Message has these many number of characters. Lets call the function when the input changes by using onChange Event. Lets pass the text in the input element as parameter to onMessageChange function.

class CountCharacters extends React.Component{

constructor(props){

super(props);

this.state={

message:'',

counter:10

};

}

onMessageChange(text){

this.setState({

message:'Message has '+text.length+' number of Characters'

});

}

render(){

return <div>

<h2>Welcome to Count Characters Component...</h2>

<p>

<label>Enter Message : <input type="text"

onChange={e=>this.onMessageChange(e.target.value)}></input></label>

</p>

<p>

<label>{this.state.message}</label>

</p>

<p>

<label>{this.state.counter}</label>

</p>

</div>

}

}

Lets Call this in the Component and render this.

const element=<CountCharacters></CountCharacters>

ReactDOM.render(element,document.getElementById("root"));

Save the changes, go back to the browser and as we keep entering the text, we can see that is being displayed in the label. Lets add one more variable to the state object named count and assign it to lets say a default value of 10. Now when the text is changed, we are triggering testClick function and inside that we are calling setState method by passing the State Object which contains only message. We are not passing the counter value. Lets display the Counter Value as well in another label.

Save the changes, go back to the browser and as we keep entering the text, we can see that Message is being displayed in one label. Counter value is also displayed in another label. State object is holding both Message and counter though we are not passing it again. I believe we have got a fundamental understanding on how we can start managing the state in a react based application, we will discuss more about session management in react in our upcoming articles.

# Interaction between Components in React

The UI of every React application we develop, gets broken down into Components. Every react application we develop will be comprising of multiple components. There will be one Root Component and this component can have one or more Child Components in it. And this nesting can go further as the Application UI gets developed.

Lets take a look at one example. We want to Develop one Employee Component, in which we will be having sections like Employee Personal Info, Project Details, Salary Details Section and Department section.

So the Application UI can be designed in such a way that, we will create components like,

PersonalInfo Component

ProjectDetails Component

SalaryDetails Component

DepartmentComponent

And in EmployeeComponent we will use the above Components.

EmployeeComponent becomes the Parent Component and the rest can be used as Child Components inside EmployeeComponent. It is a very common requirement between these components to share the data. Either from parent to Child, Child to parent or between Siblings. In this article, we will understand how do we pass the data from parent to Child and Child to Parent.

So lets start with the first One, from Parent to Child. There are various ways of making this communication to happen from Parent to Child. The simplest and straight forward way of doing this is through properties.

Lets Open Index.js file, Create Employee Component which will display Employee Details. To save our time, I have kept the Code ready by ing from out last sessions and pasting it here.

class Employee extends React.Component{

constructor(props){

super(props);

}

render(){

return <div>

<h1>Employee Component...</h1>

<p>

<label>Id : <b>{this.props.Id}</b></label>

</p>

<p>

<label>Name : <b>{this.props.Name}</b></label>

</p>

<p>

<label>Location : <b>{this.props.Location}</b></label>

</p>

<p>

<label>Total Salary : <b>{this.props.Salary}</b></label>

</p>

</div>

}

}

Now we want to display the Salary Breakup details.

Lets go ahead and Create Salary Component which will display Employee Salary Information like basic Salary, HRA and Special Allowance. I have kept the Code ready and pasting it here.

class Salary extends React.Component{

constructor(props){

super(props);

}

render(){

return <div>

<h1>Salary Details...</h1>

<p>

<label>Basic Salary : <b>{this.props.BasicSalary}</b></label>

</p>

<p>

<label>HRA : <b>{this.props.HRA}</b></label>

</p>

<p>

<label>Special Allowance : <b>{this.props.SpecialAllowance}</b></label>

</p>

</div>

}

}

Lets Call this Salary Component from Employee Component.

<Salary BasicSalary={this.props.BasicSalary} HRA={this.props.HRA} SpecialAllowance={this.props.SpecialAllowance}></Salary>

Now Employee is the Parent and Salary Component is the Child. Parent Component is passing the Data to Child Components through properties.

Lets Call the Employee Component and lets render it

const e=<Employee Id="101" Name="SpringPeople" Location="Bangalore" Salary="50000" BasicSalary="25000" HRA="10000" SpecialAllowance="15000"></Employee>

ReactDOM.render(e,document.getElementById("root"));

Lets save these changes , navigate to the browser and we can see the Output. We are passing the data from Employee Component to Salary Component.

Now We want to allow People to change the salary details let it be Basic or HRA or Special Allowance , Resulting Updated Total Salary in the Employee Component should get displayed.

 That means we have to Pass the data from Child to Parent. To allow users to change the salary details, lets create state object in the constructor, add respective properties and initialize them with the data from our props.

constructor(props){

super(props);

this.state={

basic:this.props.BasicSalary,

hra:this.props.HRA,

sa:this.props.SpecialAllowance

};

Lets display the salary details in textboxes by placing input elements and assign the defaultValue by reading from State Object.

<p>

<label>Basic Salary :<input type="text" defaultValue={this.state.basic} ref="BasicSalary"/></label>

</p>

<p>

<label>HRA : <input type="text" defaultValue={this.state.hra} ref="HRA"/></label>

</p>

<p>

<label>Special Allowance : <input type="text" defaultValue={this.state.sa} ref="SpecialAllowance"/></label>

</p>

Place a Button with the text as Update and Call a function Called as UpdateSalary on the Click.

<button onClick={this.updateSalary}>Update</button>

Implement updateSalary function. In this function we have to calculate TotalSalary based on Basic Salary, HRA and Special Allowance. To access the input values in this function, we can either handle onChange event on every input element and change the state object data accordingly as discussed in our previous session or associate a reference to each input field.

In this example we add a reference to each input field using ref. So I go and add ref=”basicSalary” ref=”HRA” ref=”SpecialAllowance” to our input fields.

Now lets do the total Salary Calculation in our UpdateSalary function by using refs.referenceName.value.

updateSalary=()=>{

let salary=parseInt(this.refs.BasicSalary.value)+parseInt(this.refs.HRA.value)+ parseInt(this.refs.SpecialAllowance.value);

}

This salary should be pushed from Child to Parent and we can do that by using Callbacks.

So after the Salary is Calculated, I push this salary into a new Property called onSalaryChanged and use this property as Callback.

this.props.onSalaryChanged(salary);

Now lets go to the place where this Salary Component is being Called from, add a New Property Called onSalaryChanged and assign a function name assuming getUpdatedSalary from EmployeeComponent which should be Called.

<Salary BasicSalary={this.props.BasicSalary} HRA={this.props.HRA} SpecialAllowance={this.props.SpecialAllowance} onSalaryChanged={this. getUpdatedSalary }></Salary>

Lets implement getUpdatedSalary function in EmployeeComponent. getUpdatedSalary function will receive the salary from Salary Component and we can store this in state object using setState method

getUpdatedSalary = (salary) => {

this.setState({updatedSalary:salary});

}

and this can be displayed in our Employee Component.

<p>

<label>Updated Salary : <b>{this.state.updatedSalary}</b></label>

</p>

Lets save these Changes go back to the browser, make some changes to the salary details. Now on Clicking on Update, we can see that Updated Salary gets displayed.

Now we have seen how to pass the data from Parent to Child and child to parent components.

# Component Communication using Context

In a typical React application, data is passed top-down (parent to child) via props, but this can be difficult for certain types of props (e.g. locale preference, UI theme) that are required by many components which are Nested at different levels within an application. In this article, we will understand how we use Context to pass the data between components at different nesting levels.

Lets take a look at one example. When an Employee is Logged into the React application, we have a Nesting of Components which are making our UI. They are App Component, Employee Component and Salary Component. App Component has an Employee Object and this data is needed by Employee Component and Salary Component in Order to function.

Context provides a way to pass data through the component tree without having to pass props down manually at every level.

Context provides a way to share values between components without having to explicitly pass a prop through every level of the tree.

Context is primarily used when some data needs to be accessible by many components at different nesting levels.

Lets Open index.js file from our demo project, lets create three components. Lets look at this Code.

class App extends React.Component {

constructor(props){

super(props);

}

render() {

return <div>

<h2>Welcome to App Component</h2>

</div>

}

}

class Employee extends React.Component {

render() {

return <div>

<h2>Welcome to Employee Component...</h2>

</div>

}

}

class Salary extends React.Component {

render() {

return <div>

<h2>Welcome to Salary Component...</h2>

</div>

}

}

Lets Call the Salary Component from Employee Component and Call the Employee Component from App Component. Call the App Component and render it to our DOM.

Lets save these Changes, navigate to the browser and we can see the Output. Now we go to the App Component Class Constructor, create state object, add a new Property called data and assign an Employee Object.

this.state={

data:{

Id:101,

Name:'SpringPeople Tech'

}

};

This Object should be passed from App Component to Employee Component and to Salary Component. We don’t want to Pass the data through Properties from App Component to Employee Component and Pass that data again from Employee Component to Salary Component through Properties.

Lets create context object using React.createContext Method.

const EmployeeContext = React.createContext();

In App Component, We have to store the employee data with in this context object and then access this object in Employee Component and Salary Component from the context.

Every Context object comes with a Provider React component that allows consuming components to subscribe to context changes. Context Provider Accepts a value property to be passed to consuming components that are descendants of this Provider. One Provider can be connected to many consumers. Providers can be nested to override values deeper within the tree. All consumers that are descendants of a Provider will re-render whenever the Provider’s value prop changes. So we modify the way how Employee Component is being Called from App Component

<EmployeeContext.Provider value={this.state.data}>

<Employee />

</EmployeeContext.Provider>

Before we go and make changes to Employee and Salary Components to access this Object, lets display the Employee ID in the App Component by reading it from State Object. Now lets go to Employee Component class, lets create a static variable and assign the EmployeeContext Object.

static contextType = EmployeeContext;

Lets go to render method in the Employee Component, Display the Employee ID by reading it from the context object.

<p>

<label>Employee Id : <b>{this.context.Id}</b></label>

</p>

Lets repeat the same for Salary Component as well. Lets save these changes, Navigate to the Browser and we can see the Output.

If we make changes to this Employee Data in the App Component, it gets reflected in both Employee Component and Salary Component. To demonstrate this, lets place a button in the App Component, call changeEmpData function onClick of this button.

<p>

<button onClick={this. changeEmpData }>Change</button>

</p>

In the changeEmpData function, lets change the Id value and pass it to our setState method.

changeEmpData=()=>{

this.setState({data:{Id:102}});

}

Save these changes, navigate to the browser and lets test this by clicking on the button.

# Component Communication using Context Part-2

In our last article, we have discussed about using context in React to pass the data from Parent Component to Child Components which are placed at different Nesting Levels. It is often necessary to update the context from a component that is nested somewhere deeply in the component tree. In this article, we will understand how do we Update Context from a Nested Component and how to handle that Update event in the Parent component.

Lets Open Index.js file from our demo-project. I have copied the App Component and Employee Component Code from our Last article, Pasting it here.

class App extends React.Component {

constructor(props){

super(props);

this.state = {

data: {Id:101}

};

}

render() {

return <div>

<h2>Welcome to App Component</h2>

<p>

<label>Employee Id : <b>{this.state.data.Id}</b></label>

</p>

<EmployeeContext.Provider value={this.state}>

<Employee />

</EmployeeContext.Provider>

</div>

}

}

class Employee extends React.Component {

static contextType = EmployeeContext;

render() {

return <div>

<h2>Welcome to Employee Component...</h2>

<p>

<label>Employee Id : <b>{this.context.data.Id}</b></label>

</p>

</div>

}

}

const element=<App/>

ReactDOM.render(element,document.getElementById('root'));

Lets create context object, and to this context object lets add one Property with name data and initialize to empty and add New Function named changeEmployeeInfo.

We pass this function down through the context to allow child components to update the context.

const EmployeeContext = React.createContext({

data: '',

changeEmployeeInfo: () => {},

});

Lets create a function named updateEmployeeDetails, change the state object data through the setState Method.

updateEmployeeDetails = () => {

this.setState({ data:{Id:102} });

};

Add a New Property to the state object named changeEmployeeInfo whose name is same as the one we have created in our Context Object and Pass this function name as its Value.

this.state = {

data: {Id:101},

changeEmployeeInfo: this. updateEmployeeDetails,

};

Place a button in the Employee Component and call this context function on Click of the Button.

<p>

<button onClick={this.context.changeEmployeeInfo}>Change</button>

</p>

Lets save these changes, navigate to the Browser. We can see that App Component contents and Employee Component contents are being displayed. Lets click on the button and observe that Employee details are changed in both the Components.

We can achieve the same even if the Components are Nested at different Levels.

# Iterating through Lists

It is often necessary to fetch a List of Objects like either List of Employees or List of Products or List of Posts from the Data Store and display them in our Application. In this article, we will understand how to deal with List of Objects in React.

Lets go ahead and create Array of Employee Objects.

const employees = [

{Id:101,Name:'Abhinav',Location:'Bangalore',Salary:12345},

{Id:102,Name:'Abhishek',Location:'Chennai',Salary:23456},

{Id:103,Name:'Ajay',Location:'Bangalore',Salary:34567}

];

 We have to create a Component which will display the employee details by reading from this Array and In this example, we will create this as a function Component. Lets create a function and name it as Employees. This function component will accept the list of employees as a Parameter.

function Employees(props) {

}

As we know that to a Component, we can pass data through properties and assuming that array of employees will be passed to this Component through a Property name employeeList, lets access this from the function parameter.

const list = props.employeeList;

This list has the employees data. We have to navigate through this list, read the data from each object and display the details. we loop through the list using the JavaScript map() function and assign the output of this function to a variable named listElements.

const listElements = list.map((emp) =>

);

We will create another function component to which we will pass each Employee Object, and this component returns a div container in which we will display the Employee Details by reading from the function Parameter.

function Employee(props) {

return <div style={{border:"3px solid red"}}>

</div>;

}

Lets apply an inline style to this div and set the border. With in this div, we will display the Employee Details like ID, Name, Location and Salary by reading from the property Named as data through which employee information is passed to this component.

<p>Employee ID : <b>{props.data.Id}</b></p>

<p>Employee Name : <b>{props.data.Name}</b></p>

<p>Employee Location : <b>{props.data.Location}</b></p>

<p>Employee Salary : <b>{props.data.Salary}</b></p>

Lets call this Employee Component with in the map method of  Employees Component and to this Employee component we will pass the Employee Details through a Property called as data.

It is important to pass the Key to each Element with in this map method.  Keys help React identify which items have changed, are added, or are removed. The best way to pick a key is to use a string that uniquely identifies a list item among its siblings. Most often we would use IDs from our data as key.

const listElements = list.map((emp) =>

<Employee key={emp.Id} data={emp} />

);

Lets return the contents of this listElements.

return (

<div>

{listElements}

</div>

);

Lets call this Employee Component and render it to our root Container.

Save these changes, lets navigate to the browser and we can see that Employee Details are being displayed.

# Calling REST API

Irrespective of UI Framework or Library we think of using for our application development, let it be React or Angular, it is very much needed for our Application’s UI to interact with REST API’s for Performing Various Operations like getting the data from the Database or to store the Data into the database or to delete the data from the database or any other business logic execution which should happen on the server.

In this article, we will understand how do we make API Call from React to get the List of Employees. In Order to make this happen, we have to create two different Projects. First one is building a Web API which will return the List of Employees. Second One is developing a React based Application which will call this API, get the List of Employees and display in the Application.

So lets start building our REST API using ASP.NET Web API Platform. I use Visual Studio to build our Web API. Lets Open Visual Studio. Click on Create a New Project option available on the Right handside. Lets search for Asp.Net Web Application, Select the Asp.Net Web Appplication template and Click on Next. Name this as WebAPI\_React\_Client, Select the Respective location where you want to store this Project and Click on Create.

As One can see Empty Template is Selected by default and we will use the same. On the Right hand side of the Window, Please Select Web API Checkbox under Add Folders and Core References Section and Click on Create. Now lets go to Solution Explorer, right Click on Models folder and create a New Class and we can name it as Employee. Lets add Properties like Id, Name, Location and Salary to this Class. Now lets go to Solution Explorer, right Click on Controller folder and select Add Controller Option. Lets Select Web API 2 Controller-Empty template and Click on Add.

We will name this Controller as Employee Controller and lets Click on Add. Now the EmployeeController Class is generated. I will go and add a Method GetAll which will be returning List of Employees. I have the Code handy and Pasting it here.

public List<Employee> GetAll()

{

List<Employee> empList = new List<Employee>

{

new Employee{Id=101,Name="Abhinav",Location="Bangalore",Salary=12345},

new Employee{Id=102,Name="Abhishek",Location="Chennai",Salary=23456},

new Employee{Id=103,Name="Akshay",Location="Bangalore",Salary=34567},

new Employee{Id=104,Name="Akash",Location="Chennai",Salary=45678},

new Employee{Id=105,Name="Anil",Location="Bangalore",Salary=56789}

};

return empList;

}

In Order to allow any other Projects to access this Web API, we have to enable CORS. So lets go to Solution Explorer again, right click on references, Select Manage NuGet Packages.

Lets switch to Browse Tab, search for Microsoft.AspNet.WebApi.Cors. From the search results, lets select the first one and click on the Install button which is available on the right hand side.

Click on Ok button in the dialog box which is Prompted. Click on the I  Accept button and Complete the Process. Lets go to Solution Explorer, expand App\_Start, one can notice WebApiConfig.cs and Open this file.

Enable the CORS support for our Project by calling config.EnableCors method with in Register Method. Now lets go to our EmployeeController Class, apply EnableCors attribute to this Class. We can find this EnableCors Attribute Class with in System.Web.Http.Cors namespace. To this EnableCors attribute, we have to pass the list of Origins, headers and methods we want to allow. We will allow any origin, any header and any method to access this api by passing \*, \* and \*. With this we are done with Creating our Rest API. Lets run this Project using Ctrl + F5.

In the browser, lets try to access our Employee Api by appending api/Employee to the URL and we can see that list of Employees are being returned from our Api. So we are done with Part 1 and now we have to call this API from our React Project to get this list of Employees.

Lets Open Index.js file from our demo Project using Visual Studio Code. Lets create a class EmployeeComponent which extends React.Component Class.

class EmployeeComponent extends React.Component {

}

We will create a Constructor which accepts props as the parameter and lets pass this props to the baseclass constructor. Lets create state object, add a property employees and initialize it to empty array.

constructor(props) {

super(props);

this.state = {

employees: []

};

}

Now we will implement render method. From this render method, we will return a div container. In this div, we will create a table which is displaying the list of employees.

render() {

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

</tbody>

</table>

</div>

);

}

Now we have to iterate through the employees array from our state object and we do that using map method. We  create the number of table rows based on the number of elements with in this employees array. With in every row, we will display the employee details by placing this code.

{this.state.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

Lets call this Component and render it to our root Container.

const element=<EmployeeComponent></EmployeeComponent>

ReactDOM.render(element,document.getElementById("root"));

Save these changes, lets navigate to the browser and observe the output. Our table is empty without any data. That is because we are yet to call our Rest API from our react application.

Now question is where should we write the code of sending the API request with in our EmployeeComponent Class. We want to execute some code which fetches the list of employees from Rest API whenever the EmployeeComponent is rendered to the DOM. This is called “mounting” in React. We can declare special methods on the component class to run some code when a component mounts.

These methods are called “lifecycle methods”. React Component Classes has lifecycle methods, one of such method is componentDidMount.  using this method we can run some code when the respective component is rendered to the DOM. Lets go ahead and implement this method in our Component Class.

componentDidMount() {

}

Now the next question is how do we send the AJAX Request from our React Application. This can be done by using any AJAX library we like with React. Some popular ones are Axios, jQuery AJAX, and the browser built-in window.fetch. In this example, we will make use of fetch to make API Call and about the usage of other AJAX libraries in React, we will discuss in our upcoming sessions.

We call fetch method and we will pass the Url of Web API. This is the Url where our Web API is available and I paste it here. We call the Promise method using then, convert the response into JSON objects, and then we assign this result list to our state object employees property using setState method.

Fetch(“https://localhost:44301/api/Employee”)

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

Lets save these changes, navigate to the browser and we can see the employee details in our table. As one can see, It is very easy to make API Communication from our React.

# How to Post data to ASP.NET WEB API

In this article, we will understand how do we Create a New Employee using React, how do we Post this data to the Asp.Net Web API and insert this data into the DB.

In this Demonstration, We will use Sql Server as Our Database server, I will Open the Sql Server installed in my local machine. We will use ReactAppDB as our Database and in this database we have a table called as EmployeeInfo. When we create a New Employee from our React Application, this is the table into which the data should be stored.

Lets Open the Web API Project we have created in our Last Video. We will create a New Post Method which will receive employee Object and this object data we will insert into our DB Table. We will return Boolean value which indicates the status of the new record insertion. We use ADO.NET to do this.

public bool Post(Employee employee)

{

SqlConnection conn = new SqlConnection(@"server=DESKTOP-89HQ4RL\SQLEXPRESS;database=ReactAppDB;integrated security=true");

string query = "insert into EmployeeInfo values(@Id,@Name,@Loc,@Sal)";

SqlCommand cmd = new SqlCommand(query, conn);

cmd.Parameters.Add(new SqlParameter("@Id", employee.Id));

cmd.Parameters.Add(new SqlParameter("@Name", employee.Name));

cmd.Parameters.Add(new SqlParameter("@Loc", employee.Location));

cmd.Parameters.Add(new SqlParameter("@Sal", employee.Salary));

conn.Open();

int noOfRowsAffected = cmd.ExecuteNonQuery();

conn.Close();

return noOfRowsAffected > 0 ? true : false;

}

With this we are done with Creating the required Post Method in Rest API. Lets run this Project using Ctrl + F5.

Lets Open Index.js file from our demo Project using Visual Studio Code. Lets create a class EmployeeComponent which extends React.Component Class. We will create a Constructor which accepts props as the parameter and lets pass this props to the baseclass constructor. Lets create state object, add a property message and initialize it to empty single quotes.

class EmployeeComponent extends React.Component {

constructor(props) {

super(props);

this.state = {

message: ‘’

};

}

}

Now we will implement render method. From this render method, we will return a div container. In this div, we will create all the input elements which are required to create a New Employee like Employee Id, Name, Location and Salary. We assign a reference to each input element using which we can read the value of that input.

render(){

return(

<div>

<h2>Please Enter Employee Details...</h2>

<p>

<label>Employee ID : <input type="text" ref="Id"></input></label>

</p>

<p>

<label>Employee Name : <input type="text" ref="Name"></input></label>

</p>

<p>

<label>Employee Location : <input type="text" ref="Location"></input></label>

</p>

<p>

<label>Employee Salary : <input type="text" ref="Salary"></input></label>

</p>

</div>

)

}

Lets Place a button, give the Text as Create and call a function on the click of this button.

<button onClick={this.onCreateEmployee}>Create</button>

Lets go and implement this onCreateEmployee function. Lets create an object which contains Id, Name, Location and Salary properties, assign them the values by reading the values from our input elements. This is something We have already discussed this in our previous sessions.

onCreateEmployee=()=>{

let empInfo={

Id:this.refs.Id.value,

Name:this.refs.Name.value,

Location:this.refs.Location.value,

Salary:this.refs.Salary.value

};

}

Now we have to send this object to our Web API through a Post request, so that this object details can be inserted into the Database. We call fetch method, we will pass the Url of Web API.

Next we will pass an object using which we specify the method type as POST and pass the employee object through the body property. Most importantly we should not miss to pass the content-type through the headers. We will pass application/json as the content-type.

We call the Promise method using then, convert the response into JSON object, and then set the message property of the state object using setState method upon receiving true from our Web API.

fetch('https://localhost:44306/api/Employee',{

method: 'POST',

headers:{'Content-type':'application/json'},

body: empInfo

}).then(r=>r.json()).then(res=>{

if(res){

this.setState({message:'New Employee is Created Successfully'});

}

});

Lets display this message in a paragraph tag inside our Employee Component. Now we will call this component and render it to our root container. Lets save these changes, navigate to the browser.

Provide the Employee Details, Click on Create button. One can see a message that New Employee is Created Successfully.

# Building forms in React

In this article, We will understand how to **build forms** in React.js

**Building Forms** are very common in any web application development. Unlike angular and angularJS, that gives form validation out of the box, we have to handle forms ourself in React. That includes complications like

* How to get form values.
* How to manage the form state.
* How to validate the form on the fly.
* How to show validation messages.

**In HTML**, form elements such as **<input>, <textarea>, and <select>** typically maintain their own state and update it based on user input.

**In React**, state of these input elements is typically kept in the state property of components and only updated with setState().

### Controlled Component & Uncontrolled component

An input form element whose value is controlled by React in this way is called a “**controlled input or Controlled Component**”.

The alternative is **uncontrolled inputs or components**, where form data is handled by the DOM itself. We will use ref to get the input values and Perform Operations using this data.

We have discussed both of these ways of handling input changes in our previous sessions.

Though uncontrolled inputs are the simplest way to implement the form inputs they are not powerful enough to build our real-world applications. In this demonstration, we will use Controlled Inputs and definitely we all will understand the importance of them by the end of this Video.

To understand things in Practical lets open Index.js file. We will create a **Class** called**EmployeeComponent** and extend this from **React Component**.

Add a **Constructor**which accepts props as a **parameter**and pass it to the **base class constructor**.

Let's create a **state object**, add a Property called as **Id**and initialize it to **empty**.

class EmployeeComponent extends React.Component{

constructor(props){

super(props);

this.state = {

Id:''

};

}

Now let's implement the **render method**.

* In render Method, we will create a form tag and lets place an input whose type is text.
* Assign **Id** of the state object to value and **onChange** of the input value, let's call a function.

<form>

<p>

<label>Employee ID : <input type="text" name="Id" value={this.state.Id} onChange={this.changeHandler} ></input></label>

</p>

</form>

In the below function, we save the input text box value into our state object using the **setState** method. We can get the input value using **e.target.value.**

changeHandler = e => {

this.setState({

Id:e.target.value

});

}

We will create another function called onCreateEmployee and log the Id value on to the console within this function.

onCreateEmployee=()=>{

console.log(this.state.Id);

}

Let's place a button in our render method and call this function on click of this button.

<button onClick={this.onCreateEmployee}>Create</button>

Let's call this Employee Component, render this element to our root Container.

* Save these changes, navigate to the browser and we can see that we have an input element in our page. Now enter some text into this textbox, click on the button and this value can be seen in the console window of the browser by using Developer Tools.
* Now let's back to Visual studio code, Now we have to add more inputs for Name, Location and Salary.
* In order to save these input values into our state object, let's add a new Employee object to our state and to this object, add Id, Name, Location and Salary as Properties.

this.state = {

employee:{

Id:'',

Name:'',

Location:'',

Salary:''

}

};

Let's make the change for the input element value attribute so that it points to Id property of the employee Object.

Now we will add the input elements for Name, Location and Salary as well.

<p>

<label>Employee ID : <input type="text" name="Id" value={this.state.employee.Id}

onChange={this.changeHandler} ></input>

</label>

</p>

<p>

<label>Employee Name : <input type="text" name="Name"

value={this.state.employee.Name}

onChange={this.changeHandler}></input>

</label>

</p>

<p>

<label>Employee Location : <input type="text" name="Location"

value={this.state.employee.Location}

onChange={this.changeHandler}></input>

</label>

</p>

<p>

<label>Employee Salary : <input type="text" name="Salary"

value={this.state.employee.Salary}

onChange={this.changeHandler}></input>

</label>

</p>

If we observe this code, we are calling the same function for onChange event on every input element and it is the right way to do so. Because we cant create 20 functions if we have 20 inputs.

* With this function, we have to handle the onChange event for all the inputs and update the state object using setState.

Let's get the input element Name using

const name = event.target.name;

Get the value of that input using

const value = event.target.value;

Now we call setState method and we pass an employee object.

The employee object should contain all the previous property values. We get them using Spread Operator.

we should add a new Property to this employee object. Name of this property will be the input element name and this property will hold the value of that respective input element. We make a name as the property by writing it in the square brackets and assign the value.

this.setState({

employee:{

...this.state.employee,

[name]: value

}

});

Whenever User makes a change on any of the input elements, we are updating our state object using the setState method.

Within the onCreateEmployee function, lets log this employee object into the console.

Save these changes, navigate to the browser.

Enter the data into these inputs, click on the create button and we can see that employee object details are logged into the Console window.

Now we have understood how to create a simple form.

But to this form we want to add validations, we want to keep track of the visited fields, and we have to handle form submission,

Formik is one of the popular library available and let's use this library for building powerful forms in our react application.

Formik is a small group of React components and hooks for building forms in React and React Native. It helps with the three most parts:

1. Getting values in and out of form state
2. Validation and error messages
3. Handling form submission

Let's navigate to our node js command prompt. Run a command to install formik into our project.

npm install formik –save

After the installation is successful, run our project using

Npm start

Let's switch back to Visual studio code, let's delete all the code we have written.

Lets import use Formik from formic.

Let's create EmployeeComponent class and extend it from React. Component class.

class NewEmployeeComponent extends React.Component {

}

Let's implement the render method

Let's call useFormik function, pass an object which contains initial values for Id, Name, Location and Salary.

And also pass a onSubmit function () to the useFormik(). In this function, we will display the forms of current values using an alert.

Let's return the div container in which we will place our form tag.lets pass formik. handleSubmit to the onSubmit attribute of the forms.

<form onSubmit={formik.handleSubmit}>

Let's place input elements for Id, Name, Location and Salary.

To that input element onChange event, we will pass handleChange function of formik object and we will bind the value from the formik object as well.

<p>

<label htmlFor="Id">Employee ID </label>

<input

id="Id"

name="Id"

type="text"

onChange={formik.handleChange}

value={formik.values.Id}

/>

</p>

Let's repeat the same for the rest of the input elements.

Let's add a button with in the form.

Let's Call this Component and render it to our root container.

Save these changes and let's navigate to the browser. Enter the Employee details and let's click on Create Button.

We can see that employee data is displayed in the alert as a JSON object. We can pass this data to our Web API as we have discussed in our Last Video.

If we look at the code what we have written,

We pass our form's initialValues and a submission function (onSubmit) to the useFormik() function. The function then returns us an object using which we will access

handleSubmit which is A submission handler

handleChange which is A change handler to pass to each <input>, <select>, or <textarea>

values: using which we access Our form's current values.

import React from 'react';

import ReactDOM from 'react-dom';

import { useFormik } from 'formik';

class NewEmployeeComponent extends React.Component {

render(){

const formik = useFormik({

initialValues: {

Id: '',

Name: '',

Location: '',

Salary:''

},

onSubmit: values => {

alert(JSON.stringify(values));

},

});

return (

<div>

<h2>Enter Employee Details...</h2>

<form onSubmit={formik.handleSubmit}>

<p>

<label htmlFor="Id">Employee ID </label>

<input

id="Id"

name="Id"

type="text"

onChange={formik.handleChange}

value={formik.values.Id}

/>

</p>

<p>

<label htmlFor="Name">Employee Name </label>

<input

id="Name"

name="Name"

type="text"

onChange={formik.handleChange}

value={formik.values.Name}

/>

</p>

<p>

<label htmlFor="Location">Employee Location </label>

<input

id="Location"

name="Location"

type="text"

onChange={formik.handleChange}

value={formik.values.Location}

/>

</p>

<p>

<label htmlFor="Salary">Employee Salary </label>

<input

id="Salary"

name="Salary"

type="text"

onChange={formik.handleChange}

value={formik.values.Salary}

/>

</p>

<button type="submit">Submit</button>

</form>

</div>

);

}

};

const element=<NewEmployeeForm></NewEmployeeForm>

ReactDOM.render(element,document.getElementById("root"));

# How to Validate Forms Data in React

We all know how important is doing the Validation of the Entered data before we do any operations using that data. In this article, We will understand how to Validate Forms in React.

Assuming that Our Form has total five inputs, Id, name, Location, Salary and EmailId. Now to this Form, We have to add Validation. From this forms input data, lets say we want to add Validation for Employee Name, Employee Location and Employee Email ID.

Lets define Our Validation rules before we proceed and write the code.

-Employee Name

        1. Required

        2. MaxLength 20 Characters

-Employee Location

        1. Required

-Employee Email ID

        1. Required

        2. Email Pattern

Now lets go ahead and create a function with a name as ValidateEmployee in our index.js file. This function will receive our employee object as input data. Lets create an object using which we will return error messages. Lets check if employee Name is having the data or not and if it doesnot have the data, set a New Property to our errors object and write the Error Message. If Employee Name is Entered, we have to check for maxlength validation.

Now lets repeat the same for Location and for location we do only required field validation. And we do the same for Email ID plus we will do regular expression validation to check the Email ID format. From this function, we will return the errors object.

Pass this function name to the validate Property of the useFormik function. Now lets go ahead and add the code required to display the Error Messages. It is important to display the messages only when user touch the input. To take advantage of touched, we can pass formik.handleBlur to each input's onBlur prop.

So after the input field, lets check if Name is input field is touched or not and if it is touched, check if the Name property has any errors or not. If Name has Errors, lets display the Error message in a span. Lets repeat the same for rest of the input elements.

Lets save these changes, navigate to the browser. As we keep entering the data we can see different error messages are being displayed here.

The Complete Code looks like below.

import React from 'react';

import ReactDOM from 'react-dom';

import {useFormik} from 'formik';

const validateEmployee = empData => {

const errors = {};

if (!empData.Name) {

errors.Name = 'Please Enter Employee Name';

} else if (empData.Name.length > 20) {

errors.Name = 'Name cannot exceed 20 characters';

}

if (!empData.Location) {

errors.Location = 'Please Enter Employee Location';

}

if (!empData.EmailId) {

errors.EmailId = 'Please Enter Email ID';

} else if (!/^[A-Z0-9.\_%+-]+@[A-Z0-9.-]+\.[A-Z]{2,4}$/i.test(empData.EmailId)) {

errors.EmailId = 'Invalid email address';

}

return errors;

};

const EmployeeComponent=()=>{

const formik=useFormik({

initialValues:{

Id:'',

Name:'',

Location:'',

Salary:'',

EmailId:''

},

validate:validateEmployee,

onSubmit:values=>{

alert(JSON.stringify(values));

}

});

return (

<div>

<h2>New Employee Form...</h2>

<form onSubmit={formik.handleSubmit}>

<p>

<label htmlFor="Id">Employee ID : </label>

<input type="text" name="Id" id="Id" value={formik.values.Id}

onChange={formik.handleChange}></input>

</p>

<p>

<label htmlFor="Name">Employee Name : </label>

<input type="text" name="Name" id="Name" value={formik.values.Name}

onChange={formik.handleChange} onBlur={formik.handleBlur}></input>

{formik.touched.Name && formik.errors.Name ? <span style={{color:'red'}}>{formik.errors.Name}</span> : null}

</p>

<p>

<label htmlFor="Location">Employee Location : </label>

<input type="text" name="Location" id="Location" value={formik.values.Location}

onChange={formik.handleChange} onBlur={formik.handleBlur}></input>

{formik.touched.Location && formik.errors.Location ? <span style={{color:'red'}}>{formik.errors.Location}</span> : null}

</p>

<p>

<label htmlFor="Salary">Employee Salary : </label>

<input type="text" name="Salary" id="Salary" value={formik.values.Salary}

onChange={formik.handleChange}></input>

</p>

<p>

<label htmlFor="EmailId">Employee Email ID : </label>

<input type="text" name="EmailId" id="EmailId" value={formik.values.EmailId}

onChange={formik.handleChange} onBlur={formik.handleBlur}></input>

{formik.touched.EmailId && formik.errors.EmailId ? <span style={{color:'red'}}>{formik.errors.EmailId}</span> : null}

</p>

<button type="submit">Create</button>

</form>

</div>

)

}

const element=<EmployeeComponent></EmployeeComponent>

ReactDOM.render(element,document.getElementById("root"));

## ****Validation using Yup Library****

By now we have seen how to write the validation code for our form inputs. But we are free to use any third party validation library available and do the form validation.

Formik's authors/a large portion of its users use Yup library for object schema validation. Since Formik authors/users love Yup so much, Formik has a special configuration option for Yup called validationSchema which will automatically transform Yup's validation errors messages into a pretty object whose keys match our forms input values.

 Lets navigate to our node js command prompt. Run a command to install yup into our project.

npm install yup –save

After the Installation is successful, run our project using

Npm start

Lets switch back to Visual studio code, lets delete all the validation code we have written. Lets import everything from yup.

Add a new property called as validationSchema in useFormik function and assign the object function available. To this function, we pass our validation rules. First lets do it for name. we mention the data type followed by adding the validations for max length and required. Lets add the validations for Location and Email Id.

Save these changes, Navigate to the browser and we can see the validation is happening for our form data as we enter the values.

If we see our input elements, we are writing so much of code to set values for different attributes like id, value, onchange, onblur. However, to save you time, useFormik() returns a helper method called formik.getFieldProps(). Lets go and modify our input elements to make use of it and to this method we will pass the Name of our input. We will do the same for rest of the input elements as well.

Save these changes, Navigate to the browser and we can see the behaviour we have earlier.

The Complete Code looks like below.

import React from 'react';

import ReactDOM from 'react-dom';

import {useFormik} from 'formik';

import \* as yup from 'yup';

const EmployeeComponent=()=>{

const formik=useFormik({

initialValues:{

Id:'',

Name:'',

Location:'',

Salary:'',

EmailId:''

},

validationSchema: yup.object({

Name: yup.string()

.max(20, 'Name should not exceed 20 Characters')

.required('Please Enter Employee Name'),

Location: yup.string()

.required('Please Enter Employee Location'),

EmailId: yup.string()

.email('Invalid email address')

.required('Please Enter Email Id'),

}),

onSubmit:values=>{

alert(JSON.stringify(values));

}

});

return (

<div>

<h2>New Employee Form...</h2>

<form onSubmit={formik.handleSubmit}>

<p>

<label htmlFor="Id">Employee ID : </label>

<input type="text" name="Id" {...formik.getFieldProps("Id")} ></input>

</p>

<p>

<label htmlFor="Name">Employee Name : </label>

<input type="text" name="Name" {...formik.getFieldProps("Name")} ></input>

{formik.touched.Name && formik.errors.Name ? <span style={{color:'red'}}>{formik.errors.Name}</span> : null}

</p>

<p>

<label htmlFor="Location">Employee Location : </label>

<input type="text" name="Location" {...formik.getFieldProps("Location")} ></input>

{formik.touched.Location && formik.errors.Location ? <span style={{color:'red'}}>{formik.errors.Location}</span> : null}

</p>

<p>

<label htmlFor="Salary">Employee Salary : </label>

<input type="text" name="Salary" {...formik.getFieldProps("Salary")} ></input>

</p>

<p>

<label htmlFor="EmailId">Employee Email ID : </label>

<input type="text" name="EmailId" {...formik.getFieldProps("EmailId")} ></input>

{formik.touched.EmailId && formik.errors.EmailId ? <span style={{color:'red'}}>{formik.errors.EmailId}</span> : null}

</p>

<button type="submit">Create</button>

</form>

</div>

)

}

const element=<EmployeeComponent></EmployeeComponent>

ReactDOM.render(element,document.getElementById("root"));

# Forms Validation Part-2

This is Continuation to our previos article in which we have discussed about building Forms and Validating Forms in React using useFormik function. In this article, we will understand the **Formik Component.**

If we look at the code what we have written in our last session, though we have tried to make our code better by using getProps method, still we have to pass that to each input and we have to the code written for displaying the Validation Messages. To save us even more time and to make our code much better and easier, Formik comes with few built in components. They are **<Formik />, <Form />, <Field />,** and **<ErrorMessage />**. **<Formik/>** is a component that helps us with building forms. Internally, Formik uses useFormik function to create the <Formik> component. useFormik() is a custom React hook that will return all Formik state and helpers directly. Despite its name, it is not meant for the majority of use cases.

Let's now swap out the useFormik() hook for the Formik's <Formik> component. Since it's a component, we'll convert the object passed to useFormik() to JSX, with each key becoming a prop. That means initialValues, validationSchema and onSubmit will be passed to this Formik Component as properties. Lets go to Index.js file from our demo project, in our EmployeeComponent’s return Method, Call a Component Called as Formik and to this Component, lets pass initialValues, validationSchema and onSubmit as properties. We will pass the same values we have used in useFormik function object.

return (

<Formik initialValues= {{

Id: '',

Name: '',

Location: '',

Salary:'',

EmailId:''

}} validationSchema={yup.object({

Name:yup.string().max(20,'Name should not exceed 20 Characters').

required('Please Enter Employee Name'),

Location: yup.string()

.required('Please Enter Employee Location'),

EmailId: yup.string()

.email('Invalid email address')

.required('Please Enter Email Id')

})} onSubmit= {values => {

alert(JSON.stringify(values));

}}>

Lets add a div container and with in this Container, place a h2 tag with text as New Employee Form. Now lets call Form Component as Child Component from this Formik Component. Add a paragraph tag and place a label with Text as Employee ID. Now instead of placing an input, We will use another Component called as Field. To this field we will pass what type of input we want like text or number or email.

<p>

<label htmlFor="Id">Employee ID </label>

<Field name="Id" type="text"></Field>

</p>

Now lets repeat the same for Rest of the Form inputs like Name, Location, Salary and Email ID. Now We should display the Error messages when there is any Validation Error. In order to do this, we will use another Component called as ErrorMessage and specify property name for which the error should be displayed. We use an attribute called as name to specify the Property Name from our Formik values object. Now we will repeat the same for Location and Email ID as well. Lets save our changes, navigate to the browser.

As we keep playing with the form inputs, respective validation messages are displayed. When we click on the button, we can see that forms data is displayed in an alert as a json object. Now if we look at the Code, Formik is the Parent Component and it has a nesting of Child Components. They are Form, Field and Error Message. Formik uses React Context internally to pass the data between these Components.

We may think of using useFormik function if we don’t want to make use of React Context because we may want to use some other ways to share the data. In rest of the cases, it is recommended to use Formik Component. One must remember that We cant use Form, field, Error Message Components inside useFormik function. In our example we have used Field for generating the input elements. We can use Field Component to generate other html elements as well.

Now lets say we want to have a dropdownlist using which we can select the designation of the Employee. Lets add a new Property to our initialValues Object with a Name called Designation and initialize it to empty. Now with in our Form, add a new Field, assign the name as designation and to this field add a new attribute called as as and set the value as select. Add the respective options we want. For example, lets say we want to have Software Engineer, Senior Software Engineer and Lead as Designations.

Save these changes, navigate to the browser. Now we can see the dropdownlist available for us. Fill the form, click on the button. We can see the designation is added to our JSOn object as well.

Now lets say we want to disable the submit button if the form data is invalid. Formik Component has several Properties and we have used few properties like initialValues, validationSchema and onSubmit. Formik has another property called as isValid. IsValid Returns true if there are no errors  or if the errors Object is empty. And returns false if otherwise.

But in order to access any of the property from the Formik Component, we have to make a change. With in Formik Component, we will write an arrow function and properties of this formic component will be passed as a parameter to this function and this function will have our UI Code. Lets move all of our Form Code into this function.  Now to the button, add a new attribute called disabled and pass the isValid property. Now save these changes, navigate to the browser. We can see that button gets disabled when there are validation errors.

import React from 'react';

import ReactDOM from 'react-dom';

import { useFormik, Formik, Form, Field, ErrorMessage } from 'formik';

import \* as yup from 'yup';

const EmployeeComponent =()=> {

return (

<Formik initialValues= {{

Id: '',

Name: '',

Location: '',

Salary:'',

EmailId:'',

Designation:''

}} validationSchema={yup.object({

Name:yup.string().max(20,'Name should not exceed 20 Characters').

required('Please Enter Employee Name'),

Location: yup.string()

.required('Please Enter Employee Location'),

EmailId: yup.string()

.email('Invalid email address')

.required('Please Enter Email Id')

})} onSubmit= {values => {

alert(JSON.stringify(values));

}}>

{props=>(

<div>

<h2>Enter Employee Details...</h2>

<Form>

<p>

<label htmlFor="Id">Employee ID </label>

<Field name="Id" type="text"></Field>

</p>

<p>

<label htmlFor="Name">Employee Name </label>

<Field name="Name" type="text"></Field>

<ErrorMessage name="Name"></ErrorMessage>

</p>

<p>

<label htmlFor="Location">Employee Location </label>

<Field name="Location" type="text"></Field>

<ErrorMessage name="Location"></ErrorMessage>

</p>

<p>

<label htmlFor="Salary">Employee Salary </label>

<Field name="Salary" type="text"></Field>

</p>

<p>

<label htmlFor="EmailId">Employee Email ID </label>

<Field name="EmailId" type="text"></Field>

<ErrorMessage name="EmailId"></ErrorMessage>

</p>

<p>

<label>Employee Designation :

<Field name="Designation" as="select">

<option value="red">Software Engineer</option>

<option value="green">Senior Software Engineer</option>

<option value="blue">Lead</option>

</Field>

</label>

</p>

<button type="submit" disabled={props.isValid==false}>Submit</button>

</Form>

</div>

)}

</Formik>

);

}

const element=<EmployeeComponent></EmployeeComponent>

ReactDOM.render(element,document.getElementById("root"));

# Lifting State Up

Lets assume that we are doing online shopping using one of the e-commerce website or through a mobile app. Assuming you want to Order that Product.

Now this is the Page which is being displayed to you.

![https://www.pragimtech.com/blog/contribute/article_images/1320200417215239/imagetools0.png](data:image/png;base64,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)

If we see this Web Page, it has three sections.

1. Product Information Section where User can select what is the product user is Ordering and the Quantity number required.

2. Address Section where User can enter the Delivery Address.

3. Summary Section. We display the summary details of the previous two sections here.

When a User Enters the Product details and Address details we display that information in the summary section. But assuming that we have a textbox available where User Can change the product quantity even in the Summary Section. Because just to change the Product quantity, we don’t want User to navigate all the way back to Product Information section. If we change the Quantity in Summary section, we want that change to be displayed in Product Information section and vice versa like how it is happening in this Web Page.

Now question is how can we develop this in React.

What we can do here is When we enter the Product quantity either in the Product Information section or Summary Section, rather than maintaining local state in the respective components, we can create a shared state in the closest common ancestor component of these two components and that state can be accessed and updated by both of these components.

This Concept is Called as **Lifting State Up** in React.

This way the data can be stored in the state by the Parent Component and we also meet other important principle that There should be a single “**source of truth**” for any data that changes in a React application.

In Order to achieve this, we will create four Components.

They are

1. Order Component

2. ProductInformation Component

3. Address Component

4. Summary Component

Order Component will be the Parent Component and the rest are Child Components to Order Component.

Lets Create Four Different Component Classes. Starting with Order Component. Lets add a constructor and this constructor accepts properties as a parameter and pass it to the base class constructor using super. Lets write render method.

We will this class and create the rest of three classes in the same way.

Now lets go to Product Information Component’s render method.

In our Product Information component, we have to place a dropdown where user can select the Product he wants and a textbox where he can enter the quantity.

return (

<div style={{border:'3px solid red;'}}>

<h2>Order Information...</h2>

<p>

<label>Product Name :

<select>

<option value="Product-1">Product-1</option>

<option value="Product-2">Product-2</option>

<option value="Product-3">Product-3</option>

</select> </label>

</p>

<p>

<label>Enter Quantity : <input type="text"></input></label>

</p>

</div>

);

The product name what user selects and quantity data what user enters here should be accessible in the summary component.

If user makes any change for the quantity in summary component, that change should be displayed in this component. So we are going to store this input details in the Parent Component that is Order Component instead of storing it in the Current Component. This is where we are going to lift the state up. The value of this quantity input comes from the properties which are passed to this Product Component from Order Component. Order Component can instruct both the components to have values that are consistent with each other.

So we write **value={this.props.quantity}**

Whenever user makes a change to this input, we will pass that change to the Parent Component through properties. Lets add onChange attribute to this input and call a function where there is a change. I name that function as handleChange.

**onChange={this.handleChange}**

Now lets define handleChange function and with in this function, Assuming that ProductInfo Component receives a property called as onQuantityChange, and to this property we will pass the quantity value as an input.

**this.props.onQuantityChange(e.target.value);**

With this we are done with doing the changes required for our ProductInfo component.

Address Component will have the inputs required to provide our address. So assuming that we will place a multiline textbox using which we will enter the address information, whenever user enters the address we will store this address information as well in the Parent Component. That means whatever we have done for quantity input data in the ProductInfo component, we will repeat the same for Address.

Next lets move on to summary Component class.

In this component we will display the product name, product quantity and address details. For this demonstration, we will keep our focus on accessing quantity and address from the Parent Component. So I keep product name static.

Now lets display the Address first  by accessing it using **{this.props.address}**

Now the quantity should be displayed in a textbox. And this should display the quantity value what user has entered in the Product Info section and any change on this input should reflect in the ProductInfo section.

So we repeat the same thing we have done for this input in the ProductInfo section. So I paste the same Code we have written for Quantity field in the ProductInfo Component and we handle the onChange event as well. And on change we update this value to the Parent Component that is Order Component.

Then comes the most important class that is our Parent Component which is OrderComponent.

Lets create a state object in the constructor of this class and to this state object we will add two properties. One is to store quantity value and the other one is to store address value. We initialize both of them to empty.

Lets implement two functions, one will be called when there is a change in the quantity and the other will be called when there is a change in the address. In both of these functions, we will update the respective details to our state object using setState method.

orderInfoChanged=(val)=>{

this.setState({quantity:val});

}

addressChanged=(val)=>{

this.setState({address:val});

}

Lets go to render method and we will call these three components one by one. Lets start with ProductInfo component. To this Component we have to pass the quantity and onQuantityChange as properties. Quantity will get the value from the state object quantity property and onQuantityChange will hold the orderInfoChaned function.

<ProductInfoComponent quantity={this.state.quantity}

onQuantityChange={this.orderInfoChanged}></ProductInfoComponent >

Lets repeat the same for AddressComponent and Summary Component. To summary component we have to pass both quantity and address through properties.

Now lets call this OrderComponent and render this Component to our root container.

Save these changes, navigate to the browser. As we can see we have three sections. Fill the quantity and address, we can see that these changes are reflected into summary component. Now lets go to summary component, change the quantity. We can see that it gets updated into Product Info Component as well. For both Summary Component and Product Info Component, the quantity value is coming from Parent Component that is Order Component.

Both Product Info Component and Summary Component are sharing the state through Parent Component. This is what we call as Lifting state up.

import React from 'react';

import ReactDOM from 'react-dom';

class OrderComponent extends React.Component{

constructor(props) {

super(props);

this.state={quantity:'', address:''};

}

orderInfoChanged=(val)=>{

this.setState({quantity:val});

}

addressChanged=(val)=>{

this.setState({address:val});

}

render(){

return(

<div>

<h1>Welcome to Product Order Screen...</h1>

<OrderInfoComponent quantity={this.state.quantity}

onQuantityChange={this.orderInfoChanged}></OrderInfoComponent>

<AddressComponent address={this.state.address}

onAddressChange={this.addressChanged}></AddressComponent>

<SummaryComponent quantity={this.state.quantity} address={this.state.address}

onQuantityChange={this.orderInfoChanged}></SummaryComponent>

</div>

);

}

}

class OrderInfoComponent extends React.Component{

constructor(props) {

super(props);

}

handleChange=e=>{

this.props.onQuantityChange(e.target.value);

}

render(){

return (

<div style={{border:'3px solid red'}}>

<h2>Order Information...</h2>

<p>

<label>Product Name :

<select>

<option value="Product-1">Product-1</option>

<option value="Product-2">Product-2</option>

<option value="Product-3">Product-3</option>

</select> </label>

</p>

<p>

<label>Enter Quantity : <input type="text" value={this.props.quantity}

onChange={this.handleChange}></input></label>

</p>

</div>

);

}

}

class AddressComponent extends React.Component{

constructor(props) {

super(props);

}

handleChange=e=>{

this.props.onAddressChange(e.target.value);

};

render(){

return (

<div style={{border:'3px solid red'}}>

<h2>Address Information...</h2>

<p>

<label>Address : <textarea value={this.props.address} onChange={this.handleChange}></textarea></label>

</p>

</div>

);

}

}

class SummaryComponent extends React.Component{

constructor(props) {

super(props);

}

handleChange=(e)=>{

this.props.onQuantityChange(e.target.value);

}

render(){

return (

<div style={{border:'3px solid red'}}>

<h2>Summary...</h2>

<p>

<label>Product Name : <b>Product - 1</b></label>

</p>

<p>

<label>Product Quantity : <input type="text" value={this.props.quantity} onChange={this.handleChange}></input></label>

</p>

<p>

<label>Address : <b>{this.props.address}</b></label>

</p>

<button>Place Order</button>

</div>

);

}

}

const element=<OrderComponent></OrderComponent>

ReactDOM.render(element,document.getElementById("root"));

# Error Boundaries

In this article We will understand about a Concept in React called as **Error Boundaries.**

To understand things better, I am accessing our react application which we have developed in our last session from the browser. This is the Product Ordering screen which we have developed and it has three sections and they are Product Information section, Address Section and Summary Section. Now our new requirement is that in the Address Section, we have to display the Current user’s Preferred Address list which user has entered previously.

We will create a New Class called as UserPreferredAddressList component class and we will implement render method.

class UserPreferredAddressList extends React.Component{

constructor(props){

super(props);

}

render(){

return (

<div>

<h2>Your Existing Addresses...</h2>

<p>

Office<br></br>

Marathahalli, Bangalore-560037

</p>

</div>

);

}

}

Lets Call this Component from our Address Component Class. Lets save these changes. Navigate to the browser. We can see that Preferred Address List is displayed in the Address Section.

Now assuming that we are having some problems to load the User Preferred Address List and that code is throwing us an error. Then what we expect the application to do is it should show us a message that we are not able to Load your preferrences. Please Enter the Address and Continue Ordering the Product.

But that will not happen by default.

Lets go to UserPreferredAddressList class and throw an error from the rendered method.

throw new Error("Not able to Fetch the Addresses at this moment");

Lets save this Change. Navigate to the browser. We can see that Error is displayed and we can see the Complete Error Stack in the browser.

Now how do we handle this error and show the Custom message to the user that we are not able to load the Preferred Address List now and please Enter the Address and Continue placing your Order.

This is where we will make use of Error Boundaries in React.

Error boundaries are React components that catch JavaScript errors anywhere in their child component tree, log those errors, and display a fallback UI instead of the component tree that crashed. Error boundaries catch errors during rendering, in lifecycle methods, and in constructors of the whole tree below them.

A class component becomes an error boundary if it defines either (or both) of the lifecycle methods **static getDerivedStateFromError()** or **componentDidCatch()**.

We Use static getDerivedStateFromError() to render a fallback UI after an error has been thrown.

We Use componentDidCatch() to log error information.

Lets see how we can create Error Boundary. We will create a Component Class and extend it from React.Component Class. Lets add Constructor and make a call to base class constructor.

Lets create a state object and add a property called hasError to this object. Lets implement both life cycle methods.

One method is static getDerivedStateFromError, we use this method to update our state object so that the next render will display the Custom UI instead of the error.

The second method is componentDidCatch, we can use this method to log the error details either to Console or to any other service. This componentDidCatch accepts two arguments. One is the error object which contains the error information and the other one is errorInfo which contains the component stack. That component stack gives us parent component details from where the call is made to the respective component.

Now lets implement render method. In render method, we will check our hasError property and if it has the error, we will return a div which will display the custom error message. If there is no error, we will return its children as is.

class CustomErrorBoundary extends React.Component {

constructor(props) {

super(props);

this.state = { hasError: null };

}

static getDerivedStateFromError(error) {

return { hasError: true };

}

componentDidCatch(error, errorInfo) {

console.log(error);

console.log(errorInfo);

}

render() {

if (this.state.hasError) {

// Error path

return (

<div>

<h2>We are having Problems to Load your Preferred Addresses. Please Select...</h2>

</div>

);

}

// Normally, just render children

return this.props.children;

}

}

Now lets call our UserPreferredAddressList Component with in the boundaries of this Error Boundary Class we have created.

Save these changes. Navigate to the browser. We can see that we get the Custom Error is displayed for us and the rest of the application works as it is. We have logged our error and errorInfo objects to the Console window. Lets open the developer tools, navigate to the console tab and we can see that both error and errorInfo object values. As we can see that error displays the error information and errorInfo shows us the component stack. It shows us that this error occurred from the Order Component as that is our Parent Component.

Error boundaries do not catch errors inside event handlers.

React doesn’t need error boundaries to recover from errors in event handlers. Unlike the render method and lifecycle methods, the event handlers don’t happen during rendering. So if they throw, React still knows what to display on the screen.

If you need to catch an error inside event handler, use the regular JavaScript try / catch statement

Error boundaries do not catch errors also for:

•  Any Asynchronous code we write (e.g. setTimeout )

• For Server side rendering code

• For Errors thrown in the error boundary component class itself (rather than its children)

Error boundaries works like a JavaScript catch {} block, but for components. Only class components can be error boundaries.

The granularity of error boundaries is up to us. We may wrap top-level component with in the scope of Error boundary or We may wrap a specific component with in the scope of Error boundary.

import React from 'react';

import ReactDOM from 'react-dom';

class OrderComponent extends React.Component{

constructor(props){

super(props);

this.state={quantity:'',address:''};

}

orderInfoChanged=val=>{

this.setState({quantity:val});

}

addressChanged=val=>{

this.setState({address:val});

}

render(){

return(

<div>

<h1>Product Order Screen...</h1>

<ProductInformationComponent quantity={this.state.quantity}

onQuantityChange={this.orderInfoChanged}></ProductInformationComponent>

<AddressComponent address={this.state.address}

onAddressChange={this.addressChanged}></AddressComponent>

<SummaryComponent quantity={this.state.quantity} address={this.state.address}

onQuantityChange={this.orderInfoChanged}></SummaryComponent>

</div>

);

}

}

class ProductInformationComponent extends React.Component{

constructor(props){

super(props);

}

handleChange=e=>{

this.props.onQuantityChange(e.target.value);

}

render(){

return (

<div style={{border:'3px solid red'}}>

<h2>Product Information...</h2>

<p>

<label>Product Name :

<select>

<option value="Product-1">Product-1</option>

<option value="Product-2">Product-2</option>

<option value="Product-3">Product-3</option>

</select> </label>

</p>

<p>

<label>Enter Quantity : <input type="text" value={this.props.quantity}

onChange={this.handleChange} ></input></label>

</p>

</div>

);

}

}

class AddressComponent extends React.Component{

constructor(props){

super(props);

}

handleChange=e=>{

this.props.onAddressChange(e.target.value);

};

render(){

return (

<div style={{border:'3px solid red'}}>

<h2>Address Information...</h2>

<p>

<label>Address : <textarea value={this.props.address}

onChange={this.handleChange}></textarea></label>

</p>

<CustomErrorBoundary>

<UserPreferredAddressList/>

</CustomErrorBoundary>

</div>

);

}

}

class CustomErrorBoundary extends React.Component {

constructor(props) {

super(props);

this.state = { hasError: null };

}

static getDerivedStateFromError(error) {

return { hasError: true };

}

componentDidCatch(error, errorInfo) {

console.log(error);

console.log(errorInfo);

}

render() {

if (this.state.hasError) {

// Error path

return (

<div>

<h2>We are having Problems to Load your Preferred Addresses. Please Select...</h2>

</div>

);

}

// Normally, just render children

return this.props.children;

}

}

class UserPreferredAddressList extends React.Component{

constructor(props){

super(props);

}

render(){

throw new Error("Not able to Fetch the Addresses at this moment");

return (

<div>

<h2>Your Existing Addresses...</h2>

<p>

Office<br></br>

Marathahalli, Bangalore-560037

</p>

</div>

);

}

}

class SummaryComponent extends React.Component{

constructor(props){

super(props);

}

handleChange=e=>{

this.props.onQuantityChange(e.target.value);

}

render(){

return (

<div style={{border:'3px solid red'}}>

<h2>Summary Information...</h2>

<p>

<label>Product Name : <b>Product - 1</b></label>

</p>

<p>

<label>Enter Quantity : <input type="text" value={this.props.quantity}

onChange={this.handleChange} ></input></label>

</p>

<p>

<label>Address : <b>{this.props.address}</b></label>

</p>

<button>Place Order</button>

</div>

)

}

}

const element=<OrderComponent></OrderComponent>

ReactDOM.render(element,document.getElementById("root"));

# Fragments

In this article We will understand about **Fragments** in React.

We have seen how do we create components in React and how do we return elements from the Component. But any component we create in React, can only return one element. If we look at the code what we have developed in our previous video, if we observe all the components are returning one div container.

Now what will happen if We return multiple elements from one Component. React will throw us an error. But it is very common scenario we face in our day to day programming life that we want to return multiple elements from one component.

It might be creating a component which is responsible for iterating through a list and returning multiple table row elements or iterating through an object and returning multiple td elements or returning multiple div containers.

Lets have a look at our Order Component Class. We have created the outer div just because our Order Component class wants to return multiple elements from the render method. Now what if we don’t want to enclose our ProductInfo Component, Address Info Component and Summary Component inside div.

Lets take another example. Now lets go to our Error Boundary class we have created, lets assume that from render method we want to return two div containers. One Container returns the contents of the error object and the other container returns the contents of the errorInfo object which shows us the component stack.

Lets the existing div contents and paste it again. We want to return two div containers. This will throw us the error. Now we can solve this error is by creating one parent div and we can place these two div containers as child elements inside that parent div.

But keep adding too many unnecessary DOM elements makes the DOM heavy, that may have an impact on the performance and will also introduce UI issues like styling, alignment.

In order to avoid adding new DOM elements, React introduces a concept called as Fragments using which we can return multiple elements from one component without creating additional DOM nodes.

Now lets add a new Element called as React.Fragment and place the two div containers with in the scope of this.

<React.Fragment>

<div>

<h2>We are having Problems to Load your Preferrences now.</h2>

</div>

<div>

<h2>We are having Problems to Load your Preferrences now.</h2>

</div>

</React.Fragment>

Save these changes. Navigate to the browser. We can see the output.

Now lets remove the additional div we have created in the Order Component render method as well by using Fragments. Before we go further, lets open developer tools, inspect our Product Information component contents, we can see that we have our root div container. Inside that we have another div and with in this child div we have our contents.

Lets replace the inner div using Fragments.

There is a new, shorter syntax we can use for declaring fragments. It looks like empty tags.

<>

<h1>Product Order Screen...</h1>

<ProductInformationComponent quantity={this.state.quantity}

onQuantityChange={this.orderInfoChanged}></ProductInformationComponent>

<AddressComponent address={this.state.address}

onAddressChange={this.addressChanged}></AddressComponent>

<SummaryComponent quantity={this.state.quantity} address={this.state.address}

onQuantityChange={this.orderInfoChanged}></SummaryComponent>

</>

Lets save these changes. Navigate to the browser. open developer tools, inspect our Product Information component contents, we can see that we have our root div container. Inside the root container we can see we have our contents directly.

**Fragment only supports one attribute**. That is the key attribute, used when mapping a collection to an array of components.

In the future, React may add support for additional attributes, such as event handlers.

# Refs and the DOM

In this article We will understand about Refs in React.

Refs provide a way to access DOM nodes or React elements created in the render method.

We have discussed about using props and state to manage the components data in React. But we have few use cases where having a reference to an element helps us to develop better react applications.

We will discuss all these use cases programmatically to get better understanding. So we will start with the first Use case.

Use Case – 1:
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Now we want to implement this in our React Application. Here we have a textbox and one button to increment the value and one button to decrement the value. It could have been a slider as well.

Lets open index.js file from our demo-project.

Lets create a class called as QuantityIncrement which extends React.Component class. Add the Constructor.

Lets implement render method. In render method, I will place an alert with a simple text message. Return div container from render method. Inside the Div, lets place an input whose type is text and we will place a button next to the input.

Lets call a function named as IncrementQuantity on click of this button. Lets implement this function.

Now with in this function, we have to increment the quantity value each time when user clicks on the button.

Lets create a state object in our constructor, add a property called as quantity and initialize it to 0. We can assign this value to our input element.

Now with in IncrementQuantity function, lets try to increment the quantity value of our state object. Now call this QuantityIncrement component and render it to our root container.

Lets save these changes. Navigate to the browser. We have the alert and We can see a textbox followed by a button.

Now when we click on the button, we get the alert again and the value in the textbox gets incremented.

But this has two problems right now.

First One is for every button click, our component is getting rendered again. Resulting we are getting the alert message. We don’t want to render our component for every button click.

The second one is now our textbox has become read only. Now if we focus on textbox and if we try to enter the custom value, we will not be able to do that. That is because our textbox is ready only.

Open developer tools and we can spot this error.

React is expecting us to handle onChange event on that input element.

Now how do we solve these two issues. This is where we will make use of **refs** in react.

We will create a reference object and we will assign it our input element. Refs are created when a component is rendered and can be defined either in the componentDidMount() or in the constructor().

Now lets go to the constructor. Refs are created using **React.createRef()** method. and now we attach this to our input element using the ref attribute.

On the button click, we will access this ref instance and increment the value.

When a ref is passed to an element in render, a reference to the element becomes accessible using current attribute of the ref.

• When the ref attribute is used on an HTML element, the ref created in the constructor with React.createRef() receives the underlying DOM element as its current property.

• When the ref attribute is used on a custom class component, the ref object receives the instance of the component as its current and through we can access the props and the methods of that component.

Now lets go to incrementQuantity function, remove the line of code we have written earlier.

We say **this.quantityRef.current**. and we access the input element value using value property. And we will increment this.

Save these changes, navigate to the browser and we can test the functionality.

As one can see we don’t get alert each time when we click on the button and we can go and enter value in the textbox and from there the increment can happen as well.

**Use Case – 2:**

Lets create a LogIn Component , I have the code handy and pasting it here.

class LogIn extends React.Component{

constructor(props){

super(props);

}

render(){

alert('Test Message');

return(

<div>

<h2>LogIn Screen...</h2>

<p>

<label>UserName : <input type="text"></input></label>

</p>

<p>

<label>PassWord : <input type="text"></input></label>

</p>

<button>LogIn</button>

</div>

);

}

}

Now lets render this Component instead of our Previous Component. Save these changes, navigate to the browser.

If we observe the output, by default focus is no-where. We want our UserName input should be focussed by default when the component is rendered.

We can set the focus to the input element by accessing its reference.

Lets go ahead and create the reference object and assign it to our UserName input.

With in the componentDidMount lifecycle method, we can set the focus using our reference object.

componentDidMount(){

this.usernameRef.current.focus();

}

Save these changes, navigate to the browser. We can see that UserName input field is focused by default. In the same way, when user clicks on LogIn button without entering either UserName or Password, we can set the focus to that respective input on the fly.

**Use Case – 3:**

Now lets say we want to Video Player Component using which we can play a video or pause a video.

I have one mp4 file placed in Assets folder which is inside src folder. This is the video We to play in our application.

Lets create a VideoPlayer Component class and add the constructor.

Lets implement render method,

Return a div container. We will place a video element inside and we will set the width and height.

Now we have to set the source for this Video. Now lets import the Video from the Assets folder.

Now assign that video to src attribute of our source element and set the type as video/mp4.

Now lets place two buttons using which we will control the Play and Pause of this Video.

Now lets create a reference to our video element. Assign this reference to our video element.

Now lets handle onClick events for both of these buttons.

Now lets create playvideo function and inside that call play method using the reference object we have created for video element and we do the same for pause Video.

this.myVideo.current.play();

 Lets call this Component and render it to our root container.

Save these changes. Navigate to the browser.

We can click on Play or Pause and accordingly video gets played or paused.

The other use cases where refs can be used are :

• Triggering imperative animations.

• Integrating with third-party DOM libraries.

Avoid using refs for anything that can be done declaratively.

We have to be very careful on when to use Refs , when to Use Props and when to Use State.

import ReactDOM from "react-dom";

import React, { Component } from "react";

import video from '../src/assets/Draft\_1.mp4';

class QuantityIncrement extends React.Component{

constructor(props){

super(props);

this.quantityRef=React.createRef();

}

incrementQuantity=()=>{

this.quantityRef.current.value++;

}

render(){

alert('Text Message');

return(

<div>

<p>

<label>Enter Quantity : <input type="text" ref={this.quantityRef}></input>

<button onClick={this.incrementQuantity}>+</button>

</label>

</p>

</div>

)

}

}

class LogIn extends React.Component{

constructor(props){

super(props);

this.userNameRef=React.createRef();

}

componentDidMount(){

this.userNameRef.current.focus();

}

render(){

return(

<div>

<h2>LogIn Screen...</h2>

<p>

<label>UserName : <input type="text" ref={this.userNameRef}></input></label>

</p>

<p>

<label>PassWord : <input type="text"></input></label>

</p>

<button>LogIn</button>

</div>

);

}

}

class VideoPlayer extends React.Component{

constructor(props){

super(props);

this.videoRef=React.createRef();

}

playVideo=()=>{

this.videoRef.current.play();

}

pauseVideo=()=>{

this.videoRef.current.pause();

}

render(){

return(

<div>

<video ref={this.videoRef} width="300" height="200" controls>

<source src={video} type="video/mp4"></source>

</video>

<div>

<button onClick={this.playVideo}>Play</button>

<button onClick={this.pauseVideo}>Pause</button>

</div>

</div>

);

}

}

const element=<VideoPlayer></VideoPlayer>

ReactDOM.render(element,document.getElementById("root"));

# Refs Part 2

In our last article, we have seen how do we apply reference to an element. Remember that element can be a HTML element or custom react element. Remember that all the reference objects we have created were for HTML elements, but we can pass the reference to a Custom React Elements as well provided they are Class Components.

Lets Open index.js file from our demo-project.

Now assuming that we are developing an application for an Elevator Manufacturing Company. Lets say we have to develop two components as part of doing the application development. One is Elevator Component and Summary Component. I have the Code handy and pasting it here

class Elevator extends React.Component{

constructor(props){

super(props);

this.elevatorRef=React.createRef();

}

render(){

return(

<div>

<h2>Welcome to Elevator Ordering Screen...</h2>

<p>

<label>Elevator Name : <input ref={this.elevatorRef} type="text"></input></label>

</p>

<p>

<label>Elevator Speed : <input type="text"></input></label>

</p>

<p>

<label>Elevator Load : <input type="text"></input></label>

</p>

<Summary></Summary>

</div>

);

}

}

class Summary extends React.Component{

constructor(props){

super(props);

}

render(){

return (

<div>

<h2>Summary Details...</h2>

<p>

<label>Elevator Name : <b>Name - 1</b></label>

</p>

<p>

<label>Elevator Speed : <b>10 m/s</b></label>

</p>

<p>

<label>Elevator Load : <b>550 Kg</b></label>

</p>

</div>

);

}

}

const element=<Elevator></Elevator>

ReactDOM.render(element,document.getElementById("root"));

Now customer has a requirement that when we click on a given field, focus should go back to the respective textbox.

So now when user Clicks on Elevator Name in  Summary Component, focus should go back to Elevator Name textbox in the Elevator Component. For doing that we have to access the reference of our Elevator Component input element in our Summary Component. This technique is Called as Forwarding refs.

Ref forwarding is a technique for automatically passing a ref through a component to one of its children.

Now we will pass the reference to summary component from Elevator Component. I give the property name as elevatorRef and to this we will pass our elevator name input element reference.

Lets trigger onClick event on our paragraph tag in our Summary component. Lets call a function called as focusElevatorName.

Now lets implement this function. With in this function, lets access the reference using the properties and we can call the focus method.

Until now we have seen how to use refs in Class Component. Now lets see how can we handle refs in function components.

I have a testComponent function handy and pasting it here.

function testComponent(){

function handleClick() {

}

return (

<div>

<input type="text" />

<input type="button" value="Focus the text input" onClick={handleClick}/>

</div>

);

}

Now lets declare a Variable and assign it to null. Call the focus method on that variable inside handleClick function.

Now assign the input element to that variable we have created using ref. But here if we observe, we are using a Callback.

Now Call this function component and render it to our root container.

Save these changes, navigate to the browser. On Click of the button we can see that textbox is focused.

We have seen how do we use ref for an input element inside a function Component. Remember that we can,  use the ref attribute inside a function component as long as you refer to a DOM element or a class component.

Refs cannot be attached to function components that is because function components do not have instances so you can’t reference them.

If we want to allow people to take a ref to our function component, you can use **forwardRef** method in React, or you can convert the component to a class.

Lets create a demo Function Component using **React. forwardRef**

Method and we will pass an arrow function and this function can receive the properties which will be passed to this component as one parameter and the ref as another parameter.

Lets return a button from this Component. Now call a function on Click of this button and we will implement this function.

With in this function, we will call the focus method using the reference which is being passed.

Now lets call this function component from our Elevator Component.

Now call this Elevator Component and render it to our root container.

Save these changes, navigate to the browser. Click on the button, we can see that the elevator name textbox is focused.

import ReactDOM from "react-dom";

import React, { Component } from "react";

const DemoComponent=React.forwardRef((props,ref)=>{

function testClick(){

ref.current.focus();

}

return(

<button onClick={testClick}>Click</button>

)

});

class Elevator extends React.Component{

constructor(props){

super(props);

this.elevatorRef=React.createRef();

}

render(){

return(

<div>

<h2>Welcome to Elevator Ordering Screen...</h2>

<p>

<label>Elevator Name : <input ref={this.elevatorRef} type="text"></input></label>

</p>

<p>

<label>Elevator Speed : <input type="text"></input></label>

</p>

<p>

<label>Elevator Load : <input type="text"></input></label>

</p>

<Summary innerRef={this.elevatorRef}></Summary>

<DemoComponent ref={this.elevatorRef}></DemoComponent>

</div>

);

}

}

class Summary extends React.Component{

constructor(props){

super(props);

}

focusInput=()=>{

this.props.innerRef.current.focus();

}

render(){

return (

<div>

<h2>Summary Details...</h2>

<p onClick={this.focusInput}>

<label>Elevator Name : <b>Name - 1</b></label>

</p>

<p>

<label>Elevator Speed : <b>10 m/s</b></label>

</p>

<p>

<label>Elevator Load : <b>550 Kg</b></label>

</p>

</div>

);

}

}

function testComponent(){

let testRef=null;

function handleClick() {

testRef.focus();

}

return (

<div>

<input type="text" ref={e=>testRef=e} />

<input type="button" value="Focus the text input" onClick={handleClick}/>

</div>

);

}

const element=<Elevator></Elevator>

ReactDOM.render(element,document.getElementById("root"));

# Higher Order Components

A **Higher-Order component** (HOC) is an advanced technique in React for reusing component logic.

Higher Order Component is a function that takes a component as input and returns a new component.

Higher Order Components promote Code Reusability. We all know how important it is to develop reusable code.

Lets look at one Example. Assuming that we are developing an Admin Dashboard which will show Employee Data, Department Data and Project Data in the form of Reports.

We will have our REST API which will be giving us the data and the react application should display this data by fetching from the API.

We will use the Same REST API we have developed in our Previous Videos, Lets Open the ASP.NET Web API we have created using Visual Studio. As we can see here that this Project is having two different API Controllers, One returns the Employee Data and the other one returns the Department Data. Lets run this API Project.

Now lets Open Index.js file from our Demo Project using Visual Studio Code.

Here we will create three Component Classes. AdminDashboard, EmployeeReports and Department Reports. EmployeeReports Component will have the code to call the API, get the list of Employees and display them.

DepartmentReports Component will have the code to call the API, get the list of Departments  and display them.

AdminDashboard will be calling these two components and display the Reports.

And finally we will call the AdminDashboard Component and we will render it to our root container.

I have the Code handy and I am pasting it here. As this has been discussed already in our previous videos.

class EmployeeReports extends React.Component {

constructor(props) {

super(props);

this.state = {

employees: []

};

}

componentDidMount() {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

}

render() {

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{this.state.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

}

class DeptReports extends React.Component {

constructor(props) {

super(props);

this.state = {

dept: []

};

}

componentDidMount() {

fetch("https://localhost:44306/api/Dept")

.then(res => res.json())

.then(

(result) => {

this.setState({

dept: result

});

}

);

}

render() {

return (

<div>

<h2>Dept Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Revenue</th>

</tr>

</thead>

<tbody>

{this.state.dept.map(d => (

<tr key={d.Id}>

<td>{d.Id}</td>

<td>{d.Name}</td>

<td>{d.Revenue}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

}

class AdminDashboard extends React.Component{

constructor(props){

super(props);

}

render(){

return (

<React.Fragment>

<EmployeeReports></EmployeeReports>

<DeptReports></DeptReports>

</React.Fragment>

);

}

}

const element=<AdminDashboard></AdminDashboard>

ReactDOM.render(element,document.getElementById("root"));

Now lets save these changes, navigate to the browser. We can see that both employee reports and department reports are displayed.

Now if we look at our EmployeeReports Component Class and DepartmentReports Component class, though they are sending a request to different Rest API, though they have different sets of columns and data that is getting rendered, on a high level they do the same job. Send API request, get the reports data and display the reports. We have to write the code on the similar lines even for showing Project Reports. Why cant we reuse the code instead of repeating the code again and again. This is where Higher Order Components comes into picture.

Remember that Higher-order component is a function that takes a component and returns a new component

Lets go ahead and create a function which accepts two inputs. First one is the Component and the second one is the input using which we will pass the information like the url and how many columns we want in the reports and any other component specific data.

As we know that Higher Order Component takes a Component as an input and returns a new Component, lets return a Component class

And with in class lets create a constructor and add one state object. To this state object add properties like url, columns and data. We initialize these properties by reading the data from the inputData parameter.

Lets implement ComponentDidMount method in which we will have the code to send the API request. I have the code and pasting it here.

We are sending the request and when we get the response we are updating our state object.

Now lets implement render method. With in this render method, we call another component to which we will pass this state data through a property and that component is responsible for displaying the data.

Now lets create this Data Component. Lets implement the render method.

Lets return a div container. Lets display the header data using h2 tag. We will access the header value through data property which is passed to this component.

Lets add a table, and the header columns are dependent on the columns which are passed through properties. Lets navigate through the columns array using map function and we will add the header.

Add table body and we have to display the data based on the number of records in the data which is passed to this component through properties. Lets loop through the data and for every row, we have to add the respective number of columns.

Lets create one Reports Component class and this component is going to be used as input component to our Higher Order Component.

Lets return div from the render method of this class.

Now we will create all the report component classes which are required. First lets start with EmployeeReports,

So we say const EmployeeReports=reportsHOC() and to this function, we will pass our Reports Component as input and we will pass another object which will contain the url, columns and header.

The Higher Order Component returns us a Component and we have assigned it to EmployeeReports. Now lets see how easy it becomes to generate DepartmentReports. We will call the reportsHOC function again and we will pass the other details through an Object.

Now we can repeat the same for any number of Report Components we want to generate.

Lets save these changes, navigate to the browser and we can see that both the Reports are being displayed.

Using HOC’s are common in any Enterprise application we develop using React.

import ReactDOM from "react-dom";

import React, { Component } from "react";

function reportsHOC(InputComponent, inputData) {

return class extends React.Component {

constructor(props) {

super(props);

this.state = {

data:[],

columns:inputData.columns,

header:inputData.header

};

}

componentDidMount() {

fetch(selectData.Url)

.then(res => res.json())

.then(

(result) => {

this.setState({

data: result

});

}

);

}

render() {

return (

<Data data={this.state}></Data>

);

}

};

}

class Data extends React.Component{

constructor(props){

super(props);

//alert(JSON.stringify(props));

}

render(){

return (

<div>

<h2>{this.props.data.header}...</h2>

<table>

<thead>

<tr>

{this.props.data.columns.map(c => (

<th>{c}</th>

))}

</tr>

</thead>

<tbody>

{this.props.data.data.map(emp => (

<tr key={emp.Id}>

{this.props.data.columns.map(c => (

<td>{emp[c]}</td>

))}

</tr>

))}

</tbody>

</table>

</div>

);

}

}

class Reports extends React.Component {

constructor(props) {

super(props);

}

render() {

return(

<div></div>

);

}

}

const EmployeeReports=reportsHOC(Employee,

{Url:'https://localhost:44306/api/Employee',

columns:['Id','Name','Location','Salary'],header:'Employee Data'});

const DeptReports=reportsHOC(Employee,{Url:'https://localhost:44306/api/Dept',

columns:['Id','Name','Revenue'],header:'Dept Data'});

class AdminDashboard extends React.Component{

constructor(props){

super(props);

}

render(){

return (

<React.Fragment>

<EmployeeReports></EmployeeReports>

<DeptReports></DeptReports>

</React.Fragment>

);

}

}

const element=<AdminDashboard></AdminDashboard>

ReactDOM.render(element,document.getElementById("root"));

# Portals

In this article, we will discuss about **Portals**in React.

**Portals provide a first-class way to render children into a DOM node that exists outside the DOM hierarchy of the parent component.**

Normally, when you return an element from a component’s render method, it’s mounted into the DOM as a child of the nearest parent node.

However, sometimes it’s useful to insert a child into a different location in the DOM.

Lets understand this with an example. Lets open the index.js file from our demo-project.

I have copied the Employee Component from our last session and Pasting it here. This Component displays the list of employees. And we are rendering this element to our root container.

class Employee extends React.Component {

constructor(props) {

super(props);

this.state = {

employees: []

};

}

componentDidMount() {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

}

render() {

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{this.state.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

}

Lets Call this Component and render this Component to our root container.

Now if we look at the code, we are returning one div container from the render method. We have a table inside the div. Now this div contents will be placed inside a div whose id is root. We can observe the same in the browser. Save these changes, navigate to the browser. We can see the employees data is being displayed.

Now open developer tools, We can observe that the table is placed inside a div and this div is placed in the root div container.

Now our requirement is that we have to place edit button in every row of our table and when we click on the edit button, we want the employee data should be displayed in a Modal Popup.  That modal popup contents may be displayed in the center of our browser.

That means we have render an element outside of its parent’s document.

This is where we will make use of a Concept in React called as Portals.

Now lets see how we will display a modal popup outside of our div using Portal.

Lets create one EmployeeModal Component class which will display the Employee Details in edit Mode.

I have the code handy and I am pasting it here.

class EmployeeModal extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<div>

<h2>Employee Details...</h2>

<p>

<label>Employee ID : <input type="text" value={this.props.employee.Id}></input></label>

</p>

<p>

<label>Employee Name : <input type="text" value={this.props.employee.Name}></input></label>

</p>

<p>

<label>Employee Location : <input type="text" value={this.props.employee.Location}></input></label>

</p>

<p>

<label>Employee Salary : <input type="text" value={this.props.employee.Salary}></input></label>

</p>

<input type="submit" value="Save"></input>

</div>

)

}

}

We are returning a div container in which we are displaying the employee data in the textboxes. We have a save button.

Now lets add a new column to our table and with in this column we will place one edit button.

We have display the modal pop up on click of the edit button. Lets Call a function named editEmployee on the click.

Lets add a new property to our state object using which we will track the show and hide of our modal.

Update this property value with in our openModal function based on its current state in our editEmployee function. That means if it is Opened now, we will close the Modal PopUp. We do the other way if not.

Lets create one modal component. To this we will pass the children that needs to rendered, onClose function and modal popup visibility status as parameters.

If the popus status is true, then we will display the the children of this modal pop up in a div but that div conainer should be rendered outside of the parent div. so we use a method called as ReactDOM.createPortal method and to this method we will pass the contents that needs to be displayed and the container. Lets give the DOM body as the container.

Lets add a close button. Lets apply a class to this div using which we are setting the some css property values. I have the css class code handy and I place it in index.html file.

Now lets call this modal component from our table. To this modal we will pass open and onClose as properties.

With in this Modal Component, we will call the EmployeeModal component and we will pass the employee data to this component class through property.

Save these changes. Navigate to the browser. Click on Edit button of any row and we can see that employee details are displayed in a Modal Popup. We are rendering the contents of the EmployeeModal Component Class outside of our root container using Portals in React.

Whenever the contents of specific component needs to be rendered outside of the current container, like showing tooltips, or  new window that is where we will make use of Portals in React.

Remember that Even though a portal can be anywhere in the DOM tree, it behaves like a normal React child in every other way. Features like context work exactly the same regardless of whether the child is a portal, as the portal still exists in the React tree regardless of position in the DOM tree.

This includes event bubbling. An event fired from inside a portal will propagate to ancestors in the containing React tree, even if those elements are not ancestors in the DOM tree.

import ReactDOM from "react-dom";

import React, { Component } from "react";

class Employee extends React.Component {

constructor(props) {

super(props);

this.state = {

employees: [],

showModal:false

};

}

componentDidMount() {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

}

editEmployee=()=>{

this.setState({showModal:!this.state.showModal});

}

render() {

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

<th>Actions</th>

</tr>

</thead>

<tbody>

{this.state.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

<td>

<button onClick={this.editEmployee}>Edit</button>

<Modal open={this.state.showModal} close={this.editEmployee}>

<EmployeeModal employee={emp}></EmployeeModal>

</Modal>

</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

}

class Modal extends React.Component{

constructor(props){

super(props);

}

render(){

return(

this.props.open?ReactDOM.createPortal(

<div className="modal">

<button onClick={this.props.close}>X</button>

{this.props.children}

</div>,document.body):null

);

}

}

class EmployeeModal extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<div>

<h2>Employee Details...</h2>

<p>

<label>Employee ID : <input type="text" value={this.props.employee.Id}></input></label>

</p>

<p>

<label>Employee Name : <input type="text" value={this.props.employee.Name}></input></label>

</p>

<p>

<label>Employee Location : <input type="text" value={this.props.employee.Location}></input></label>

</p>

<p>

<label>Employee Salary : <input type="text" value={this.props.employee.Salary}></input></label>

</p>

<input type="submit" value="Save"></input>

</div>

)

}

}

const element=<Employee></Employee>

ReactDOM.render(element,document.getElementById("root"));

<style>

.modal {

background-color: whitesmoke;

position: fixed;

height: 50%;

width: 50%;

top: 25;

left: 25%;

align-items: center;

}

.modal button{

position: absolute;

top: 5px;

right: 3px;

font-size: 1rem;

font-weight: bold;

}</style>

# Profiler

The **Profiler** measures how often a React application renders and what the “cost” of rendering is. Its purpose is to help identify parts of an application that are slow so that we can work on optimizing them.

Lets take a look at one example. Assuming that we are developing a Reports Dashboard component for one of the leading bank in the market.

This Reports Dashboard Component will be using multiple components in it. They are

1. NewAccountsReports

2. LoansRepaymentReports

3. CreditCardsReports

Assuming that we have developed all these components and our ReportsDashboard Component is ready. We can perform various operations on these reports like entering some inputs to generate reports, triggering few events.

We have discussed in our previous videos that our components gets re-rendered for various operations we perform on these components. Assuming that for some reason the ReportsDashboard Component is not very responsive.

Now we have to identify which component is getting re-rendered how many times and the amount of time it is taking for re-rendering the Tree. so that it will help us to fix the Problem.

This is where we will make use of Profiler in React.

Lets open index.js file from our demo-project. We will create three different components. They are NewAccountsReports, LoanRepaymentReports and ReportsDashboard Component Classes.

ReportsDashboard Component Class will be calling both the Components.

I have the Code handy and I am pasting it here.

class NewAccountReports extends React.Component{

constructor(props){

super(props);

this.state={

FromDate:'',

ToDate:''

};

}

handleChange=e=>{

let name=e.target.name;

let value=e.target.value;

this.setState({

[name]:value

});

}

render(){

return(

<div>

<h2>Welcome to New Accounts Reports Component...</h2>

<p>

<label>From Date : <input type="text" name="FromDate"

onChange={this.handleChange} value={this.state.FromDate}></input></label>

</p>

<p>

<label>To Date : <input type="text" name="ToDate"

onChange={this.handleChange} value={this.state.ToDate}></input></label>

</p>

<input type="submit" value="Generate"></input>

</div>

)

}

}

class LoansRepaymentReports extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<div>

<h2>Welcome to Loans Repayment Reports Component...</h2>

</div>

);

}

}

class ReportsDashboard extends React.Component{

constructor(props){

super(props);

}

render(){

return (

<React.Fragment>

<h2>Welcome to Reports Dashboard...</h2>

<NewAccountReports></NewAccountReports>

<LoansRepaymentReports></LoansRepaymentReports>

</React.Fragment>

);

}

}

const element=<ReportsDashboard></ReportsDashboard>

ReactDOM.render(element,document.getElementById("root"));

Lets save these changes, navigate to the browser and we can see the Output. As we perform various operations on these components, the components will be getting re-rendered. We want to Log all the details of how many times the respective component is getting re-rendered, how much time each update is taking, when is the start time and when is the commit time.

This is where we will make use of Profile in react. Lets see how do we do that.

A Profiler can be added anywhere in a React tree to measure the cost of rendering that part of the tree. It requires two props: an id (string) and an onRender callback (function) which React calls any time a component within the tree “commits” an update.

Now lets go and add the Profiler to our NewAccountsReports Component. Lets add two attributes. One is Id, Using Id we will track each profiler. And the other attribute is onRender and to this lets pass the function name

<Profiler id="newAccounts" onRender={this.callbackFunction}>

<NewAccountReports></NewAccountReports>

</Profiler>

React calls this callbackFunction any time a component within the profiled tree “commits” an update.

Lets go ahead and implement this callbackFunction. It receives parameters describing what was rendered and how long it took.
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We can log these parameter values to our console.

callbackFunction=(id,phase,actualDuration,baseDuration, startTime,

commitTime, interaction)=>{

console.log('Id is : '+id+', Phase is : '+phase);

console.log('Actual Duration is : '+actualDuration+' and Base Duration is :'+

baseDuration);

}

Lets save these changes. Navigate to the browser. Open developer tools, we can find one set of logs in the console. That is the result of first Render and this phase is called as Mount. We can enter From Date value and we can see the logs again. This is the result of re-render. This phase is called as Update.

Multiple Profiler components can be used to measure different parts of an application.

We can apply the same Profiling for LoansRepaymentReports Component as well.

 Profiler components can also be nested to measure different components within the same subtree.

Although Profiler is a light-weight component, it should be used only when necessary; each use adds some CPU and memory overhead to an application.

Profiling adds some additional overhead, so it is **disabled in the production build**.

To opt into production profiling, React provides a special production build with profiling enabled. Read more about how to use this build at **fb.me/react-profiling**

# Render Props

In this article, we will discuss about**Render Props** in React.

The term “**render prop**” refers to a technique for sharing code between React components using a prop whose value is a function.

A component with a render prop takes a function that returns a React element and calls it instead of implementing its own render logic.

In our Previous Videos, we have seen how do we use properties to pass data to the components and we have also seen how do we assign a callback function as value to a Property of a Component.

Now we will be learning about Render Props in React. Lets take an example. In our React application, assume that we are displaying Departments list and Projects list.

We have the Departments Component which is getting the data from lets say a Web API and display the data.

We have the Projects Component which is getting the data from localStorage through a Proerty and displaying the Data.

We have an App Component which is Calling both these Components. I have the Code handy and pasting it here.

import ReactDOM from "react-dom";

import React, { Component, Profiler } from "react";

class Department extends React.Component{

constructor(props){

super(props);

this.state={

list:['Dev','Big Data','Mobility']

};

}

render(){

return(

<div>

<h2>Department List...</h2>

<ul>

{this.state.list.map(d=>(

<li>{d}</li>

))}

</ul>

</div>

);

}

}

class Project extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<div>

<h2>Projects List...</h2>

<ul>

{this.props.list.map(d=>(

<li>{d}</li>

))}

</ul>

</div>

);

}

}

class Page extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<React.Fragment>

<Department></Department>

<Project list={['P-1','P-2','P-3']}></Project>

</React.Fragment>

)

}

}

const element=<Page></Page>

ReactDOM.render(element,document.getElementById("root"));

If we observe both Departments Component and Projects Component, though they are getting the data from different sources and but the rendering pattern remains same. Now why cant we reuse the rendering code across multiple components. That way we will be making our code better and we will also be meeting Single Responsibility Principle as well.

We can make One Component Responsible to get the Data and we have another component which renders the data.

Now lets take out the rendering code which is common in both the Component classes.

Lets create a class called as DisplayData and extend it from React.Component class. Add a constructor. Lets implement render method.

Assuming that this component receives the list through properties and lets create ul, loop through the list.

class DisplayData extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<ul>

{this.props.list.map(d=>(

<li>{d}</li>

))}

</ul>

);

}

}

Lets go to Department Component Class render method, take out the code which is displaying the department data and call a method called as render using the properties object and pass the list data. We are calling a Property called as Render as a function by passing the list.

We will do the same in Project Class as well.

<div>

<h2>Department List...</h2>

{this.props.render(this.state.list)}

</div>

Then lets go to Page class, We will slightly change the way how we call Department Component. To this Department Component, we will add a Property called as render and to that render property, lets pass a function. This function receieves the list and that list should be passed to DisplayData Component class which will render the list.

We will repeat the same for Project Component as well.

Save these changes, navigate to the browser. We can see the output. We are getting the same output but improved code reusability.

More concretely, a render prop is a function prop that a component uses to know what to render.

It’s important to remember that just because the pattern is called “render props” we don’t have to use a prop named render to use this pattern. In fact, any prop that is a function that a component uses to know what to render is technically a “render prop”.

Basically we are calling a function which is rendering the contents of Department Component.

The Concept of Render Props is considered as one of the Design Pattern while developing a React application.

To deepen our understanding about this concept, lets write one more example. I have copied our Employee Reports Component Class which we have created and pasting it here.

class EmployeeReports extends React.Component {

constructor(props) {

super(props);

this.state = {

employees: []

};

}

componentDidMount() {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

}

render() {

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{this.state.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

}

Now lets create a new Component class called as DisplayEmployees. Add the constructor and we will keep the code of displaying the Employees in the render method.

Now lets go to EmployeeReports Component Class render method and call render property by passing employees list.

Now lets call the EmployeeReports Component, pass render property and assign a function. This function receives employees data and pass that to DisplayEmployees Component through a property and that Component renders the Employees Data.

**With Render Props:**

class DisplayEmployees extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{this.props.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

)

}

}

class EmployeeReports extends React.Component {

constructor(props) {

super(props);

this.state = {

employees: []

};

}

componentDidMount() {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

}

render() {

return (

<div>

<h2>Employees Data...</h2>

{this.props.content(this.state.employees)}

</div>

);

}

}

const element=<EmployeeReports content=

{(input)=><DisplayEmployees employees={input}></DisplayEmployees>}>

</EmployeeReports>

ReactDOM.render(element,document.getElementById("root"));

# Pure Components

React components let us split the UI into independent, reusable pieces, and think about each piece in isolation. React components can be defined by extending from **React.Component** Class or **React.PureComponent** Class.

We have created different Component classes until now and all these classes were extending React.Component Class.

There are few use cases where we can use React Pure Components.

Lets look at one example.

We are developing one application in which we are displaying the Reports. Let the reports be Employee Reports or Stock Market Reports.

For this assume that we have created GetReports Component Class.

This Component Class gets the Reports by Calling a Web API and in the UI, we will have one Reload button using which user can reload the Reports so that he will get Updated Reports Data.

Now we have another Component which will be used to show if there are changes to the Reports Data. Lets say for every 5 seconds, this Component sends a request to the Web API and get the flag which tells whether there are any changes are not. If there are any changes, we will show a notification to the User, so that using Reload button user can get the updated Reports.

Lets open Index.js file from our demo-project

Lets create two Component Classes. One is DetectChanges Component Class and Other one is Reports Component Class. I have the Code handy and Pasting it here.

class ChangeDetection extends React.Component {

constructor(props) {

super(props);

this.state = {

employeeCount:0

};

setInterval(() => {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employeeCount: result.length

});

}

);

}, 5000);

}

render() {

return (

<div>

<h2>Welcome to Pure Component Demonstration...</h2>

<p>

<label>Number of Employees are : <b>{this.state.employeeCount}</b></label>

</p>

</div>

);

}

}

class Reports extends React.Component {

constructor(props) {

super(props);

this.state = {

employees:[]

};

}

componentDidMount=() => {

this.getEmployees();

}

getEmployees() {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

}

loadEmployees=()=>{

this.getEmployees();

}

render() {

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{this.state.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

<p>

<button onClick={this.loadEmployees}>Reload</button>

</p>

</div>

);

}

}

class App extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<React.Fragment>

<ChangeDetection></ChangeDetection>

<Reports></Reports>

</React.Fragment>

)

}

}

const element=<App></App>

ReactDOM.render(element,document.getElementById("root"));

Save the Changes, Navigate to the Browser and we can see the Output.

We might feel that our code is working fine and we are getting the Results. But there are few issues with the code we have written here. Lets understand that.

For every 5 seconds, our changeDetection Component is sending a Web API request, getting the data and setting into the State Object.

 Each time when we set the data into our state object or when we assign the property values, the component gets re-rendered.

Right now we have five employees data that is being shown. We have not added any new record . so each time when the ChangeDetection Component sends the request to Web API, it gets the Count as 5 but what happens is as we are setting the Data into state object , though it is the same data that means the Employee Count is 5 but still our component gets re-rendered. Lets add an alert in the render method of ChangeDetection Component, Save the Changes and navigate to the browser.

We can see that for every 5 seconds we get that alert notification. That means our component is getting re-rendered though there is no change in the data. That is because our Component is not Pure.

In order to avoid re-rendering of our ChangeDetectionComponent when there are no changes to the state data,  we will make ChangeDetection Component as Pure.

PureComponent is similar to Component. The difference between them is that Component doesn’t implement **shouldComponentUpdate**(), but PureComponent implements it with a shallow comparison of properties and state data.

PureComponent’s shouldComponentUpdate() method returns true or false  If the previous state and props data is the same as the next props or state, resulting the component is not Re-rendered.

If our React component’s render() function renders the same result given the same props and state, we can use React.PureComponent for a performance boost.

Lets go to ChangeDetection Component Class, instead of extending it from react.Component Class, extend it from React.PureComponent Class. Save the Changes, navigate to the browser. We can observe that we will not get the alert Notification repeatedly.

That is because there is no change in the Employee Count so that Component has no need to re-render.

Lets go to our Web API and add a record to our list. Build this Project. Lets go to our React Application. Now we will get the Alert notification because the count value is changed.

Now we can click on the Reload button in the Reports Component to get the New Employee Record.

React Components re-renders in the following scenarios:

1. “setState” is called in Component

2. “props” values are updated

3. this.forceUpdate() is called

In the case of Pure Components, the React components do not re-render blindly without considering the updated values of React “props” and “state”. If updated values are the same as previous values, render is not triggered.

React.PureComponent’s shouldComponentUpdate() performs only **shallow comparison** of the data. If data is either of type Objects or  complex data structures, it may result in wrong rendering behaviors.

Now the question is what is Shallow Comparison?

Shallow compare checks for equality. When comparing values of type number or string it compares their values.

When comparing objects, it checks whether both the objects are pointing to the Same location or not. The Property Values of the Objects are not Compared.

That means if we have two objects named emp and emp1, and if we shallow Compare them, then it returns false.

let emp={

Id:101,

Name:’SpringPeople’};

let emp1={

Id:101,

Name:’SpringPeople’}

But if we assign emp to emp1 and do the Comparison, then it returns true.

let emp={

Id:101,

Name:’SpringPeople’};

let emp1=emp;

Lets go to our ChangeDetection Component Class, to the state object, lets add one employee object.

In setInterval method, though we assign the same object to the employee property of the state object, still we get the Alert Notification. Its because of the Shallow Comparison. Because it looks for the object which is holding the address but not the same values.

Now lets assign the same state object employee property. Save these changes, navigate to the browser. We can see that we don’t get the Alert Notification recurrently.

Pure Components are introduced for **performance enhancement**. You can use this optimization to improve the performance of your components. But remember that it works well provided our state and props are Primitive types only but not reference types like object or Array.

# Component Lifecycle Methods

Each component in React has several “lifecycle methods” using which we can run different pieces of code at particular times in the component processing.

If we remember from our previous articles, in every session we are creating a component, calling the component and rendering that component.

We will create one Component Called as Employee Component.

class Employee extends React.Component{

constructor(props){

super(props);

}

render(){

return(

<div>

<h2>Welcome to Employee Component...</h2>

</div>

)

}

}

Lets Call this Component and render that to our root container.

Save these changes, navigate to the browser. We call see that our Employee Component is rendered.

Our Employee Component is inserted into the DOM Tree. This Phase is Called as Mounting.

Commonly used lifecycle methods when an instance of a component is being created and inserted into the DOM are:

#### ****constructor()****

The constructor of a React component is called before it is mounted. When implementing the constructor for a React.Component subclass, we  should call super(props) before any other statement. Otherwise, this.props will be undefined in the constructor, which can lead to bugs.

Typically, in React constructors are only used for two purposes:

• Initializing local state by assigning an object to this.state.

• Binding event handler methods.

Remember that we should not call setState() in the constructor. Constructor is the only place where we  should assign this.state directly. In all other methods, we  need to use this.setState() instead.

#### ****render()****

The render() method is the only required method in a class component. Output of a Component is dependent on what we return from this method.

Render method returns one of the following types:

• React elements

• Arrays and fragments.

•  Portals

• String and numbers.

• Booleans or null.

We have discussed about how to return React Elements, Fragments and Portals from render method in our previous Videos. The render() function should be pure, meaning that it should not modify component state

#### ****componentDidMount()****

componentDidMount() is invoked immediately after a component is mounted (inserted into the tree). If we  need to load data from a remote endpoint, this is a good place to instantiate the network request. We have discussed about usage of each one of this in our previous articles.

Now lets go to our Employee Component. Lets create a state object in the Constructor and we will add Name property to this object and we will initialize it to empty. Lets go to render method,  we will place one input element using which we can Enter Employee Name. Lets call onChange event on this input and we will update the state object when the onChange event is triggered.

Whenever there is a change in the **state data or props data or if forceUpdate method** is called, then the component gets re-rendered.

The Commonly used methods when a component is being re-rendered are:

• render()

• componentDidUpdate()

componentDidUpdate() is invoked immediately after updating occurs. This method is not called for the initial render. We can Use this method to operate on the DOM when the component has been updated. We will see an example on using this method in our upcoming articles.

Then comes the next phase **unmounting**.

When we develop one application, we develop multiple components as part of it. User will be navigating from one component to another component. Just like going from Home to AboutUs and then navigating to Contact Us tabs.

When we go from one Component to the Other Component, the Previous component will be removed from the DOM and the new Component contents will be displayed in the UI.

That is called **Unmounting**.

When that happens, we want to Perform any necessary cleanup required, such as invalidating timers, canceling network requests, or cleaning up any subscriptions that were created in componentDidMount().

**componentWillUnmount()** is invoked immediately before a component is unmounted and destroyed.

Lets understand this with one example. We will use the same component classes we have developed in our last article. They are ChangeDetection Component Class and Reports Component Class.

Now lets call ChangeDetection Component class and render that to our root container.

Now we will place a button the changedetection component class render method. Lets give the text as Load Reports Lets add onClick attribute and lets call a function.

We will implement the LoadReports function and on click of this function, we will render our Reports Component.

Lets save these changes, navigate to the browser.

We can see the contents of ChangeDetection Component are being displayed. Click on the button, we can see the Contents of Reports Component.

When we have moved from ChangeDetection Component to Reports Component, the ChangeDetection Component gets unmounted and Reports Component will be mounted.

In the ChangeDetection Component Class, getEmployeesCount function, lets display an alert message. Save these changes, navigate to the browser.

Open Developer Tools, we can see the log entry in the console for every 5 seconds. Now lets click on Load Reports Button, we moved away from ChangeDetection Component but our setInterval function code will be getting executed continuously. Resulting we get the alertd even after we moved away from that Component. But that should not happen. We have clear the Interval which we have set.

This is where we will make use of componentWillUnmount()

Method. With in this method, we will call clearInterval Javascript function using which we will clear the setInterval .

Lets save these changes, navigate to the browser. Repeat the same Process again but this time we will not see logs after our ChangeDetection Component is Unmounted.

We will use componentWillUnmount method to Perform clean up tasks.

We have discussed about Commonly used Lifecycle methods of Components.

There are some rarely used lifecycle methods. They are

* getDerivedStateFromProps
* shouldComponentUpdate
* getSnapshotBeforeUpdate

We have discussed about shouldComponentUpdate method in our last article and we will discuss few of the remaining in our upcoming articles.

import ReactDOM from "react-dom";

import React, { Component } from "react";

class ChangeDetection extends React.Component {

constructor(props) {

super(props);

this.state = {

employeeCount:0

};

setInterval(this.getEmployeesCount, 5000);

}

componentWillUnmount(){

clearInterval()

}

getEmployeesCount=()=>{

alert('Fetching the Employee Count from the REST API');

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employeeCount: result.length

});

}

);

}

componentDidMount(){

this.getEmployeesCount();

}

showReports=()=>{

ReactDOM.render(<Reports></Reports>,document.getElementById("root"));

}

render() {

return (

<div>

<h2>Welcome to Component Lifecycle Methods Demonstration...</h2>

<p>

<label>Number of Employees are : <b>{this.state.employeeCount}</b></label>

</p>

<button onClick={this.showReports}>Show Reports</button>

</div>

);

}

}

class Reports extends React.Component {

constructor(props) {

super(props);

this.state = {

employees:[]

};

}

componentDidMount=() => {

this.getEmployees();

}

getEmployees() {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

this.setState({

employees: result

});

}

);

}

loadEmployees=()=>{

this.getEmployees();

}

render() {

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{this.state.employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

<p>

<button onClick={this.loadEmployees}>Reload</button>

</p>

</div>

);

}

}

const element=<ChangeDetection></ChangeDetection>

ReactDOM.render(element,document.getElementById("root"));

# Introduction to Hooks

We know that a Component in React can be created as a **Class Component** or a **function Component**. We have discussed that when we want features like Managing State in React Components or responding to Lifecycle methods then we will opt for using Class Components.

Developers have encountered a wide variety of seemingly unconnected problems in React over five years of writing and maintaining tens of thousands of components.

And Majority of them are coming because of using Class Components.

Now the question is What are the Problems of existing Class Components

1. Wrapper Hell

2. Huge Components

3. Confusing Classes

4. classes don’t minify very well

We will discuss few of them in detail in this article and others in our upcoming articles.

React want to present an API out of the box that makes React easier to build great UIs with the best Performance.

Hooks are a new addition in React 16.8. They let you use state and other React features without writing a class.

**Hooks are functions** that let you “hook into” React state and lifecycle features from function components. Hooks don’t work inside classes — they let you use React without classes.

To make function components more powerful, React has introduced several built in hooks.

Hooks in React are Classified into Basic Hooks, Additional Hooks.

**Basic Hooks**

• useState

• useEffect

• useContext

**Additional Hooks**

• useReducer

• useCallback

• useMemo

• useRef

• useImperativeHandle

• useLayoutEffect

• useDebugValue

We can also create Custom Hooks.

We will discuss about useState Hook in this article and we will discuss about others in our upcoming articles. In this Process, we will also understand how Hooks make our React Code better.

Lets say we want to develop one Employee Component and we will create it as a Class Component.

We have created the below Component in our last article.

class Employee extends React.Component{

constructor(props){

super(props);

this.state={

Name:''

}

}

changeName=(e)=>{

this.setState({Name:e.target.value});

}

render(){

return(

<div>

<h2>Welcome to Employee Component...</h2>

<p>

<label>Employee Name :

<input type="text" value={this.state.Name} onChange={this.changeName}></input>

</label>

</p>

<p>

Entered Name is : <b>{this.state.Name}</b>

</p>

</div>

)

}

}

Lets Call this Employee Component and we will render that to our root container.

Save the changes, navigate to the browser. We can see the Output.

If we look at the code we have written, for a simple use case, we are writing more lines of code. That includes writing constructor, calling baseclass constructor. All that involves additional overhead to the application performance. As the application complexity grows, even our code becomes more and it becomes unmanageable.

But as a developer, we don’t want our code to become unmanageable.

Now we will develop a NewEmployee Component but this time we will create it as a function component.

If we look at our Employee Class Component, we have added one property to our state object called as Name and this is initialized to empty. Then we have created one function called as changeName using which we are updating the state object.

In the Same way, even we want to have one Name property and one function to update the Name in our function Component as well.

We wanted our Name to be Stateful. We want to store this Name in the State object and we want to update the Name.

This is where we will make use of useState hook in react.

Remember that hook is a function. So now we are going to call a function called as useState.

This useState function can take one argument that is initialiState value. Unlike with classes, the state doesn’t have to be an object. We can keep a number or a string if that’s all we need. In our case, we wanted the state for Name, so we empty.

useState function returns a pair of values: the current state and a function that updates it.

So we can write

**const [name,setName]=useState();**

Here Name is the Property Name and setName is the function using which we update the value of Name into our state Object.

Lets write one function which will be called when there is a change in the Name.

With in this function, we will update the Name value to our state object usin setName function.

function changeName(e){

setName(e.target.value);

}

Lets return the div container, add one h2 Tag with text as Welcome to New Employee Component…

Lets Place one input element and value of that input element should be the name from our state object and we will call changeName function when there is a change.

Next lets display the Entered Name.

return(

<div>

<h2>Welcome to New Employee Component...</h2>

<p>

<label>Employee Name :

<input type="text" value={name}

onChange={changeName}></input>

</label>

</p>

<p>

Entered Name is : <b>{name}</b>

</p>

</div>

)

Now instead of Calling the Employee Component, we will call our NewEmployee Component. Save the changes, navigate to the browser.

We can see that as we keep entering the Name, the entered Name is displayed down to our input element.

We are able to achieve same functionality through a functional component.

If we observe our NewEmployee Component Code, we don’t have a constructor, we are not calling the base class constructor. We have not implemented any render method.

We are Calling a function and it is returning us the output.

Now lets say we want to initialize our name value to SpringPeople. So we can go to our useState function and pass the value as the input to the function.

**const [name,setName]=useState('SpringPeople);**

We can save the changes. Navigate to the browser.

We can see that our textbox is holding the value by default and we can change if needed.

we have introduced ourselves to the concept of Hooks in React. We have a lot to learn and We will continue discussing more about Hooks in our Upcoming articles.

we have just seen an intro to Hooks in React. We will discuss more about Hooks in our Upcoming articles.

# useState Hook

In this article, we will discuss about **useState**deeper in React.

We have created NewEmployee Component in our last article.

Our Employee Component is having one input element. Now lets say we want to have another input using which we can enter Employee Location.

We can repeat the same steps for Location as well.

Lets the paragraph tag and paste.

We can declare Multiple State Variables.

const [location,setLocation]=useState();

Lets display the entered location as well in the Paragraph tag.

<p>

<label>Employee Location :

<input type="text" name="Location" value={location}

onChange={changeEmployeeLocation}></input>

</label>

</p>

Save the changes, navigate to the browser. We can see the output.

Now if we want to build an employee creation form where we will also have inputs for Employee Id and employee salary as well, the current way of creating the multiple state variables may not be the right approach.

State variables can hold objects and arrays just fine, so you can still group related data together.

Lets create an object and pass it to the useState function. The object will hold employee Id, name, location and Salary.

Lets create a function named as changeEmployee and with in this function we will call setEmployee function and we will update the state object.

We will use spread operator to pass the current employee object data and we will update the respective elements value.

Now we will update our input elements to use this objects data. Don’t forget to assign the name to each input element name. Save these changes. Navigate to the browser. We can see the output as we type in the data.

Lets save the changes, navigate to the browser. We can see the output.

import ReactDOM from "react-dom";

import React, { Component, useState } from "react";

function NewEmployee(){

const [employee,setEmployeeData]=useState({Id:'',Name:'',Location:'',Salary:''});

function changeEmployeeInfo(e){

setEmployeeData({...employee,[e.target.name]:e.target.value});

}

return(

<div>

<h2>Welcome to Employee Component...</h2>

<p>

<label>Employee ID :

<input type="text" name="Id" value={employee.Id}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

<label>Employee Name :

<input type="text" name="Name" value={employee.Name}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

<label>Employee Location :

<input type="text" name="Location" value={employee.Location}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

<label>Employee Salary :

<input type="text" name="Salary" value={employee.Salary}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

Employee ID is : <b>{employee.Id}</b>, Name is : <b>{employee.Name}</b> ,

Location is : <b>{employee.Location}</b> and Salary is : <b>{employee.Salary}</b>

</p>

<SalaryComponent salary={employee.Salary} onSalaryChange={changeEmployeeInfo}></SalaryComponent>

</div>

)

}

const element=<NewEmployee></NewEmployee>

ReactDOM.render(element,document.getElementById("root"));

# useState Part-2

In this article, we will discuss about passing data from Parent Compnonent to child Component and from Child Component back to Parent Component when the Components are function Components.

Lets assume that our application is having two components. One is Employee Component and the other one is Salary Component. It looks like below image.
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Employee Component is the Parent component and the Salary Component will be used as child component.

When user enters the Salary in the Employee Component, There is a formula based on which the Salary Component details like Basic Salary, HRA and PF gets populated.

We can modify the Salary Break Up details in Salary Component and accordingly Salary should be Calculated and displayed in the Employee Component.

That means we want to pass the data from Employee component to the Salary component and from Salary Component back to Employee Component.

We have seen this in the case of class components and Lets see how we can achieve the same using function components.

We have already created Employee Component in our last article and now assuming that we will create Salary Component, lets call the Salary Component from our Employee Component. To this Salary Component we will pass the Salary as one input through property and we can also pass changeEmployeeInfo function to the Salary Component through another Property.

Now lets go ahead and create our Salary Component. This Salary Component function receives two inputs. One is the Salary value and the other one is the callback function.

I the salary input element code from the Employee Component and placing it here.

Save the changes. Navigate to the browser. We can see that If we enter Salary in Employee Component, it gets updated in Salary Component and if we change it Salary Component, it gets updated into Employee Component.

import ReactDOM from "react-dom";

import React, { Component, useState } from "react";

function NewEmployee(){

const [employee,setEmployeeData]=useState({Id:'',Name:'',Location:'',Salary:''});

function changeEmployeeInfo(e){

console.log(e);

setEmployeeData({...employee,[e.target.name]:e.target.value});

}

return(

<div>

<h2>Welcome to Employee Component...</h2>

<p>

<label>Employee ID :

<input type="text" name="Id" value={employee.Id}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

<label>Employee Name :

<input type="text" name="Name" value={employee.Name}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

<label>Employee Location :

<input type="text" name="Location" value={employee.Location}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

<label>Employee Salary :

<input type="text" name="Salary" value={employee.Salary}

onChange={changeEmployeeInfo}></input>

</label>

</p>

<p>

Employee ID is : <b>{employee.Id}</b>, Name is : <b>{employee.Name}</b> ,

Location is : <b>{employee.Location}</b> and Salary is : <b>{employee.Salary}</b>

</p>

<SalaryComponent onSalaryChange={changeEmployeeInfo} salary={employee.Salary}></SalaryComponent>

</div>

)

}

const SalaryComponent=({onSalaryChange,salary})=>{

function changeSalary(e){

onSalaryChange(e);

}

return(

<div style={{border:'3px solid red', width:'500px'}}>

<h2>Welcome to Salary Component</h2>

<p>

<label>Employee Salary :

<input type="text" name="Salary" value={salary}

onChange={changeSalary}></input>

</label>

</p>

</div>

);

}

const element=<NewEmployee></NewEmployee>

ReactDOM.render(element,document.getElementById("root"));

We have seen how to pass state data between function components.

We have discussed about useState hook in React in detail.

There are few important Points one has to remember about Hooks.

# useEffect

Many times, we want to run some additional code after React has updated the DOM.

That code can be getting the Data by Calling a Web API or Setting up subscriptions or writing the logs after the DOM is ready.

If we want to write such additional code in Class Components, we have lifecycle methods like componentDidMount, componentDidUpdate methods.

What if, if want to write such code in the case of function components.

Lets Open index.js file from our demo-project.

Lets create EmployeeReports Component using which we display the list of Employees by fetching it from API.

We know how to send a Web API request and get the data from our React Application. But now question is where should we write the code.

Remember that we want to execute that code after DOM is ready.

If we think of writing just before our return statement, just lets do one thing. We will write a console log here which shows us the DOM status.

console.log(document.readyState);

Call our Employee Reports Component and render that to our root container.

At this point of time, our table will be empty without data because we are yet to send the Web API request to get the data.

Save the changes, navigate to the browser.

We can see the table but no data. Lets open developer tools, we can see the status. It says that loading.

That means we should not be writing the Code here.

So where should we write the code which should get executed after our DOM is ready.

This is where we will make use of another hook in React called as **useEffect**.

**useEffect is a**function that runs when the component is first rendered, and on every subsequent re-render/update.

We can think of **useEffect**Hook as **componentDidMount**, **componentDidUpdate**, and **componentWillUnmount** combined.

Lets call useEffect function and it takes one callback function as a parameter.

We will write one arrow function. Inside that function, lets place the same console.log statement we have written earlier. Save the changes, navigate to the browser.

Open developer tools and we can see that the status is Complete.

Our DOM is ready and we can do all the other operations we want now.

Lets go back to Visual studio code, now within this useEffect, lets place the code using which we will send the API request. We have discussed this already in our previous sessions. I am pasting that code here. When we get the response from our Web API, we will call our setEmployees function and we will pass the list to that.

Save the changes, navigate to the browser. We can see that employee details are being displayed here.

When the DOM is ready, we are sending the API request, getting the employees data and updating our employees state variable by calling setEmployees method. But this has a Problem. Remember that when there is any change in the properties data or state data of a component, then that component gets re-rendered.

Resulting our useEffect function gets called again. It will send an API request, get the data and assign it to employees state variable. That will make the component gets re-rendered and it will go into infinite loop.

Lets add an alert. Save the changes, navigate to the browser. We can see that we get the alert again and again.

If you want to run an effect only once (on mount and unmount), you can pass an empty array ([]) as a second argument. This tells React that your effect doesn’t depend on any values from props or state, so it never needs to re-run.

import ReactDOM from "react-dom";

import React, { Component, useState, useEffect } from "react";

function EmployeeComponent(){

const [employees,setEmployees]=useState([]);

useEffect(()=>{

alert('We are in useEffect function');

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

setEmployees(result);

}

);

},[]);

return(

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{employees.map(emp=>(

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

</div>

)

}

const element=<EmployeeComponent></EmployeeComponent>

ReactDOM.render(element,document.getElementById("root"));

# useEffect Part-2

In our last article, we have developed one Employee Component, which sends a Web API request, gets the list of employees and display them in a table.

Now we will extend that further. Assume that we have to implement one Auto Complete textbox in an application or we have to provide search capabilities to our Employee Data.

There will be a textbox using which we will enter employee name. As we keep entering the employee name, we have to send a request to our Web API, get the list of employees based on the search criteria and display the data in our Employee Component.

It is going to look like this.
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This is very common requirement in most of the web applications.

First we will add the required functionality to our Web API.

public List<Employee> GetByName(string name)

{

if (name == null || name == "")

{

return empList;

}

else

{

return empList.Where(e => e.Name.Contains(name)).ToList();

}

}

Now lets open index.js file from our demo-project. We have developed the Employee Component in our last video. We will add the required changes to the same Component.

Lets add one state variable which will be holding search text.

Lets place the input element using which we will enter the search text. Add onChange attribute to the input element and call a function called as onSearchTextChange .

Lets implement the onSearchTextChange function.

When we are calling the Web API, we have to pass the name as well. Lets pass that search-text through the url.

We wanted our code inside useEffect hook to be executed when the search text changes.

But empty [] tells react that we want that effect to be run only once.

This tells React that our effect doesn’t depend on any values from props or state, so it never needs to re-run.

But now we wanted useEffect hook to be executed when the state data changes.

We can pass the state variable as a dependency to our useEffect hook.

Save the changes, navigate to the browser. We can see that the table data changes based on our search text.

Our **useEffect**hook can have dependency on **multiple state variables or properties as well.**

For example, we can create another state variable called as employeeCount.

Lets place a button to add a new Employee. Assuming that on click of this button, we are adding a new employee. When the employee is created successfully, we get the number of employees and update the employeecount state variable. Now when there is a change in the count, we have to re-render our employee data.

That means the employees data should be re-rendered when the search text changes or when the employeecount changes. Now we will add employeesCount data also as a Dependency to our effect.

import ReactDOM from "react-dom";

import React, { Component, useState, useEffect } from "react";

function EmployeeComponent(){

const [employees,setEmployees]=useState([]);

const [searchText, setSearchText]=useState('');

const [employeeCount, setEmployeeCount]=useState(0);

useEffect(()=>{

alert('We are inside useEffect Method');

fetch("https://localhost:44306/api/Employee/"+searchText)

.then(res => res.json())

.then(

(result) => {

setEmployees(result);

}

);

},[searchText,employeeCount]);

function onSearchTextChange(e){

setSearchText(e.target.value);

}

function addNewEmployee(){

setEmployeeCount(employeeCount+1);

}

return(

<div>

<h2>Employees Data...</h2>

<p>

<label>Search By Name : <input type="text" value={searchText}

onChange={onSearchTextChange}></input></label>

</p>

<p>

<button onClick={addNewEmployee}>Add Employee</button>

</p>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{employees.map(emp=>(

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

</div>

)

}

const element=<EmployeeComponent></EmployeeComponent>

ReactDOM.render(element,document.getElementById("root"));

# useEffect Part-3

When we develop one application, we develop multiple components as part of it. User will be navigating from one component to another component. Just like going from Employees Tab to Departments and then navigating to Projects tabs.
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When we go from one Component to the Other Component, the Previous component will be removed from the DOM and the new Component contents will be displayed in the UI.

This is called Unmounting.

When that happens, we have to Perform any necessary cleanup required, such as invalidating timers, canceling network requests, or cleaning up any subscriptions that were created in that respective component.

We have discussed about similar example in the Case of Class Components. Class Components have one life cycle method called as componentWillUnmount and we write such clean up code inside that method.

Lets understand how do we do that in the Case of function components.

Lets create our Employee Component,

Lets create one state variable named as employeeCount and pass a function to update the same. We will initialize it to 0.

Lets add effect hook, and with in that we will write the code to get the list of employees from our Web API. I have the code handy and pasting it here. With in the getEmployees function, when we get the response we will update our employeeCount value.

We will call that function from our effect.

Lets return one div container. With in this div we will display the employee count.

Now we wanted our getEmployees function to be called for every 5 seconds and show us the updated count. As we have done in our previous video, we will call that getEmployees function using setInterval function and we will give 5 seconds as the interval.

Lets add one alert within our getEmployeesCount function so that we will be notified when that method is called.

Lets create another component called as Departments component and we will return a simple message from this component.

Now we will place a button in the Employee Component and on click of that button, we will render Department Component.

Lets call our Employee Component and render that to our root container.

Save the changes, navigate to the browser. We can see the output.

We can observe that we will get the alert for every five seconds.

Lets Click on the Departments Button. We will see the contents of Departments Component. But one can observe that we will get the Employee Components alert notifications even when we are inside Department Component. Ideally that should not happen.

We have clear the interval which is being set so that we don’t introduce a memory leak.

When we want to do any clean up tasks, we dont need a separate effect to perform the cleanup.

We can do that in the same effect. Lets see how do we do that.

Any Clean up code we wanted to be executed when the Component is Unmounted, we will write it in a function and we will return that function from our effect.

React calls that function when the component unmounts. The function can be a named function or an arrow function as well.

As we have discussed in our Previous articles, we will use clearInterval method of javasript to clear that Interval. But to that clearInterval method, we have to pass the handle. We know that when we call setInterval method, it returns a handle. We will pass that handle to our clearInterval. Save the changes, navigate to the browser.

We can observe that we will get the alert for every five seconds.

Lets Click on the Departments Button. We will see the contents of Departments Component. But one can observe that we dont get the Employee Components alert notifications when we are inside Department Component that is because the cleanUp is done.

As we have seen the useEffect Hook is the combination of componentDidMount, componentDidUpdate, and componentWillUnmount lifecycle methods.

Currently we are display the number of Employees in our Employee Component. Lets say we have to display another message which shows when did the last employee added. Like Last Employee is added one day ago, two days ago something like that.

Lets create another state variable noOfDaysCount. We have to get this value also from our WebAPI. Assuming that we have TestApi which gives the noOfDays value.

With in our effect, lets write the code to call the Web API and assign it to our noOfDays state variable.

If we observe the our effect hook code, we are dumping everything in one place. Instead of that, like how we use the State Hook more than once, we can also use several effects. This lets us separate unrelated logic into different effects.

React will apply every effect used by the component, in the order they were specified.

I am sure by this time, we are very clear on what is effect hook, how to use that in our React Projects.

import ReactDOM from "react-dom";

import React, { Component, useState, useEffect } from "react";

function Employee(){

const [employeeCount, setEmployeeCount]=useState(0);

const [noOfDays,setNoOfDays]=useState(0);

useEffect(()=>{

var handle=setInterval(getEmployeesCount,5000);

return ()=>{

clearInterval(handle);

}

});

useEffect(()=>{

fetch("https://localhost:44306/api/Test")

.then(res => res.json())

.then(

(result) => {

setNoOfDays(result);

}

);

})

function getEmployeesCount(){

alert('Getting the Employees Count');

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

setEmployeeCount(result.length);

}

);

}

function navigateToDepartment(){

ReactDOM.render(<Departments></Departments>,document.getElementById("root"));

}

return (

<div>

<h2>Welcome to Employee Component...</h2>

<p>

<label>Employee Count : <b>{employeeCount}</b></label>

</p>

<p>

<label>Last Employee Added : <b>{noOfDays} days ago...</b></label>

</p>

<button onClick={navigateToDepartment}>Departments</button>

</div>

)

}

function Departments(){

return(

<div>

<h2>Welcome to Departments Component...</h2>

</div>

)

}

const element=<Employee></Employee>

ReactDOM.render(element,document.getElementById("root"));

# useContext Hook

In a typical React application, data is passed top-down (parent to child) via props, but this can be difficult for certain types of props (e.g. locale preference, UI theme) that are required by many components which are Nested at different levels within an application.

In this article, we will understand how we use Context to pass the data between components at different nesting levels.

Lets take a look at one example. When an Employee is Logged into the React application, we have a Nesting of Components which are making our UI.

They are App Component, Employee Component and Salary Component. App Component has an Employee Object and this data is needed by Employee Component and Salary Component in Order to function.
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Context provides a way to pass data through the component tree without having to pass props down manually at every level.

Context provides a way to share values between components without having to explicitly pass a prop through every level of the tree.

Context is primarily used when some data needs to be accessible by many components at different nesting levels.

We have discussed this in the case of Class Components. We will understand how do we use the context in the case of Function Components.

We will create three functional components. Named App Component, Employee Component and Salary Component.

Lets Call the Salary Component from Employee Component and Call the Employee Component from App Component.

Call the App Component and render it to our DOM.

In App Component, lets create one employee state variable and a function to update the employee data using useState hook and we will initialize the state.

This employee object is needed by employee Component and by Salary Component.

Lets see how do we do that using Context in React.

Lets create context object using React.createContext Method.

const EmployeeContext = React.createContext();

using the EmployeeContext object, we will pass the data from AppComponent to the Employee Component and then from the Employee Component to the Salary Component.

Lets go to App Component, we modify the way how Employee Component is being Called from App Component.

So that Employee Component can receive the data from App Component and pass that to the Child Components of Employee Component implicitly.

Every Context object comes with a Provider React component that allows consuming components to subscribe to context changes.

Context Provider Accepts a value property to be passed to consuming components that are descendants of this Provider.

<EmpContext.Provider value={empData}>

<Employee/>

</EmpContext.Provider>

Now this empData can be accessed in both Employee Component and Salary Component using useContext hook in React.

Lets go to Employee Component, get the Employee Context using useContext hook.

We can display the Employee details by reading from the context.

We can do the Same in Salary Component as well.

Save the Changes, navigate to the browser. We can see the Output.

We can see that our employee data from App Component is accessed by the

Components which are placed at different Nesting Levels.

One Level is from App Component to Employee Component and the Second one is from Employee to Salary Component.

import ReactDOM from "react-dom";

import React, { Component, useState, useContext } from "react";

const employeeContext=React.createContext();

function App(){

const [employee,setEmployee]=useState({Id:101,Name:'SpringPeople',

Location:'Bangalore',Salary:12345});

return(

<div>

<h2>Welcome to App Component...</h2>

<employeeContext.Provider value={employee}>

<Employee></Employee>

</employeeContext.Provider>

</div>

);

}

function Employee(){

let context=useContext(employeeContext);

return(

<div>

<h2>Welcome to Employee Component...</h2>

<p>

<label>Employee ID : <b>{context.Id}</b></label>

</p>

<p>

<label>Employee Name : <b>{context.Name}</b></label>

</p>

<Salary></Salary>

</div>

);

}

function Salary(){

let context=useContext(employeeContext);

return(

<div>

<h2>Welcome to Salary Component...</h2>

<p>

<label>Employee ID : <b>{context.Id}</b></label>

</p>

<p>

<label>Employee Salary : <b>{context.Salary}</b></label>

</p>

</div>

);

}

const element=<App></App>

ReactDOM.render(element,document.getElementById("root"));

# useContext Part-2

In this article, we will continue our discussion about useContext hook in React.

In the last article, we have discussed about how do we use Context in React to Pass the Employee data from App Component to its descendants.

Resulting we were able to access the Employee Data in both Employee Component and Salary Component.

Now what if if we want to update the Employee Salary in the Salary Component or what if if we want to update the Employee Data from any of the Child Components.

Lets see how do we do that.

Lets display the Employee salary value in App Component as well as in Employee Component so that we can visualize the Salary Change Value in all the Components.

Now in App Component we have one function called as setEmployee using which we can update the employee data.

We can pass even this function to the Child Components along with the employee data using the value attribute.

Lets create one object which will hold both employee data and the setEmployees function.

<employeeContext.Provider value={{data:employee, updateFunction:setEmployee}}>

<Employee></Employee>

</employeeContext.Provider>

Now in Employee Component, we get the Employee details using context.data property as that is the Property through which we have passed the data. Lets make the changes accordingly.

We will do the same changes even in Salary Component.

Now lets place a button in the Salary Component using which we will update the Employee Salary. Lets call a function on Click of this button.

Now we will implement the updateSalary function. With in this updateSalary function, we will call our update function and to that function we will pass the employee object and the updated Salary.

Save the changes. Navigate to the browser. We can see that Salary is being displayed in all the three components.

Now click on Update button, we can see that the Salary gets updated in all the three Components.

Lets add two more components to our code. One Component contents will be displayed if the Employee is Permanent and we will show the other component contents if the Employee is Contract.

I have the code handy for these components and I am pasting it here.

Now in the Employee Component, we have to display one of this Component based on the Employment Type.

Lets add one new Property to our employee object in the App Component called as Type and we will initialize it to Contract.

If that is the case our Employee Component should render Contract Component and whenever we change the Type to Permanent Employee Component should render Permanent Component Contents.

To accomplish this we use **context.consumer**.

It is A React component that subscribes to context changes. This Component Requires a function as a child. The function receives the current context value and returns a React node.

If the employee Type is Permanent we Call Permanent Component else we call the other Component.

Now lets place a button in Employee Component using which we can change the Employment type. We will handle onClick event.

With in the function, lets change the Type.

Save the Changes, navigate to the browser.

We can see that by default we get the Contents of Contract Component. Change the Employment type by clicking on the button. We can see that we get the Contents of Permanent Component.

With this I hope we are very clear on how to use useContext hook in React.

import ReactDOM from "react-dom";

import React, { Component, useState, useContext } from "react";

const employeeContext=React.createContext();

function App(){

const [employee,setEmployee]=useState({Id:101,Name:'SpringPeople',Type:'Contract',

Location:'Bangalore',Salary:12345, EmploymentType:'Contract'});

return(

<div>

<h2>Welcome to App Component...</h2>

<p>

<label>Employee Salary : <b>{employee.Salary}</b></label>

</p>

<employeeContext.Provider value={{data:employee,updateEmployee:setEmployee}}>

<Employee></Employee>

</employeeContext.Provider>

</div>

);

}

function Employee(){

let context=useContext(employeeContext);

function changeEmploymentType(){

context.updateEmployee({...context.data,EmploymentType:'Permanent'});

}

return(

<div>

<h2>Welcome to Employee Component...</h2>

<p>

<label>Employee ID : <b>{context.data.Id}</b></label>

</p>

<p>

<label>Employee Name : <b>{context.data.Name}</b></label>

</p>

<p>

<label>Employee Salary : <b>{context.data.Salary}</b></label>

</p>

<employeeContext.Consumer>

{value=>value.data.EmploymentType==='Permanent'?

<Permanent></Permanent>:<Contract></Contract>}

</employeeContext.Consumer>

<button onClick={changeEmploymentType}>Make Permanent</button>

<Salary></Salary>

</div>

);

}

function Salary(){

let context=useContext(employeeContext);

function updateSalary(){

context.updateEmployee({...context.data,Salary:15000});

}

return(

<div>

<h2>Welcome to Salary Component...</h2>

<p>

<label>Employee ID : <b>{context.data.Id}</b></label>

</p>

<p>

<label>Employee Salary : <b>{context.data.Salary}</b></label>

</p>

<button onClick={updateSalary}>Update</button>

</div>

);

}

function Permanent(){

return (

<div>

<h2>Permanent Component Contents...</h2>

</div>

);

}

function Contract(){

return(

<div>

<h2>Contract Component Contents...</h2>

</div>

)

}

const element=<App></App>

ReactDOM.render(element,document.getElementById("root"));

# Custom Hooks

In this article, we will discuss about Building **Custom hooks** in React.

There might be instances where we have been using the same repetitive and redundant stateful logic inside multiple components. Lets take a look at one example. We have two components, one is Employee Component and the other one is Department Component. Employee Component connects to a Web API, fetch the employee data when the Component is mounted and display the data.

Similarly Department Component connects to a Web API, fetch the departments data when the Component is mounted and display the data.
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We might write the same code in both the Components to achieve this. We were able to handle this by creating Render props and Higher Order Components in the case of Class Components.

What if if we want to reuse the code between function components.

Lets see how easily we can do that in the case of function components.

We will create three different components. One is Employee Component, second one is Department Component and the last one is App Component.

We have developed these components previously, lets paste the components one by one.

We can create a Javascript function, write the reusable code in that function and this function can be used in any component where we want to reuse that logic.

Lets create function called as useList and this function accepts Web API url as a parameter,

Now lets create a state variable in which we will store the list data and we will initialize it to empty array.

Now we will call the API with in useEffect hook. I have the code handy and pasting it here.

Now we will return the list from this function. Remember that it is a Javascript function and we can return anything as we want.

With in that Javascript function, as we are using other React hooks then that function will be referred as Custom Hook.

Now we can call this hook from both Employee Component and Department Component.

Save the Changes, navigate to the browser. We can see that both Employees data and departments data being displayed.

Building our own Hooks lets us extract component logic into reusable functions.

**A custom Hook is a JavaScript function whose name starts with ”use” and that may call other Hooks.** It is a convention that we will start the hook name with **use**else we will be violating the rules of Hooks. We will discuss later about rules of Hooks.

A custom Hook doesn’t need to have a specific signature. We can decide what it takes as arguments, and what, to return.

One hook can be used by multiple components as we have seen here, and every time we use a custom Hook, all state and effects inside of it are fully independent from one component to the other component.

import React, { useState, useEffect } from 'react'

import ReactDOM from 'react-dom'

function useList(url){

const [data,setData]=useState([]);

useEffect(()=>{

fetch(url)

.then(res => res.json())

.then(

(result) => {

setData(result);

}

);

});

return data;

}

function Employee(){

const employees=useList("https://localhost:44306/api/Employee");

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

function Department(){

const departments=useList("https://localhost:44306/api/Dept");

return (

<div>

<h2>Department Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

</tr>

</thead>

<tbody>

{departments.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

function App(){

return(

<div>

<Employee></Employee>

<Department></Department>

</div>

)

}

const element=<App></App>

ReactDOM.render(element,document.getElementById("root"));

# Custom Hooks Part-2

In this article, we will continue our discussion about Custom hooks in React.

In the last article, we have discussed about How to Create Custom Hooks in react and how to Reuse the Code.

There will be many common scenarios which have to be implemented across multiple React Projects. Like for example, assume that you have opened a mobile app from your phone and trying to do some activity. Your mobile network is very Poor or you have lost the Internet connection. Then the app shows us that message you don’t have internet connection. Please check and try again.

We see this functionality in multiple Mobile Apps. Rather than writing this functionality in every Project, we might want to reuse the same across multiple Projects.

There are hundreds of such common examples we come across when we are developing multiple Projects.

 Lets say we have been asked to create a custom React hook using which we will be able to perform speech-to-text conversion.

After the Hooks have been introduced in React, code reusability has reached altogether a new level.

so before we start writing your own custom hooks there is a VERY high possibility that someone has already written it and put it on npm.

There are many Custom hooks available on npm which can be used in our Projects rather than implementing our own one.

We can visit npmjs.com, we can search for packages like @rehooks/online-status or , react-speech-kit.

We can install that respective package into our Project and use that hook in our Project straightaway.

It’s a great way for us and for our team to maximize code reuse and speed up development.

Now lets install one such custom hook from npm into our demo-project, using which we can do speech-to-text conversion.

npm i react-speech-kit

Now lets Open index.js file from our demo-project.

Import useSpeechRecognition from React-speech-kit.

Lets create one function component and we will name it as App.

Lets create one state variable in which we will store the text.

Now we will call **useSpeechRecognition**hook.

The useSpeechRecognition returns an object that contains:

* **listen**: a function that tells the browser to listen for audio coming from the mic.
* **stop**: a function that cancels listening for input coming from the mic.

To this useSpeechRecognition  hook, we can pass one object. To that object, we can pass a function to **onResult** property. This function takes the search to text conversion result as its input, and we can update the text to our state variable.

Lets return a div container. We will place a text area element in which we will display the converted text.

Lets add two buttons, one will be used to listen for the speech and the other one will be used to stop listening to the speech.

Lets call this Component and will render that element to the root container.

Save the changes, navigate to the browser.

One can see that as we keep speaking that will be displayed as text in the textarea.

There are many such hooks are available over npm one can make use of.

Custom Hooks allows us to reuse the stateful logic to the greatest extent.

import React, { useState } from 'react'

import ReactDOM from 'react-dom'

import {useSpeechRecognition} from 'react-speech-kit'

function App(){

const [text,setText]=useState();

const {listen,stop}=useSpeechRecognition({

onResult:result=>setText(result)

});

return(

<div>

<h2>Converting the Speech to Text...</h2>

<textarea value={text}></textarea>

<p>

<button onClick={listen}>Listen</button>

<button onClick={stop}>Stop</button>

</p>

</div>

)

}

const element=<App></App>

ReactDOM.render(element,document.getElementById("root"));

# Routing

In this article, we will introduce ourselves to a Concept Called as Routing and we will also understand how to use Routing in our React Projects.

What is Routing?

we know that Components are the basic building blocks of our react applications. We will be developing multiple components as Part of working on any Project, like how we have created Employee Component, Department Component and Project Components.

When we create multiple components, we don’t show all these components together to the User.

 we change what the user sees by showing or hiding portions of the display that correspond to particular components based on User Activities.

As like in this Example, we will show Employee Component when we are in Employee Tab, When we Click on Department Tab, we show the Contents of Department Component and When we Click on Project Tab, we will display the contents of Project Component.
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To implement this kind of navigation within the single page of our application, we use the concept of Routing.

Routing enables navigation from one view to the next view (within the same page) as users perform different tasks.

Lets Open index.js file from our demo-project to understand how we can implement Routing in our demo-Project.

Till now we were creating all our Components in our index.js file for our ease of access.

We will create three different Components called as Employee, Department and Project. But now we will create them in separate javascript file.

Lets start with the first One that is Employee Component. Lets create a new javascript file in our src folder and we will name it as employee.js.

I have the Employee Component Code handy and Pasting it here.

We have to export this function from this script file, so that this function can be imported in the other script files where it is needed.

So we write **export default Employee**

We will repeat the Same for rest of the two Components as Well.

As we see here, we have created three different components in three different js files.

Now lets go to index.js file.

Lets create one Component Called as App. We will render this Component to our root container.

Save the changes, navigate to the browser.

We can see the output.

Now here, we wanted to Place three different links using which user should be able to Navigate to the respective Components. It can be Employee or Department or Project.

This is where we will make use of a concept Called as routing.

In Order to use Routing in our demo-project, we have to install Routing related Packages into our Project.

We use **React-Router** which is a Popular Library for implementing Routing for our Project.

Based on whether we are developing a Web App or Mobile App, we will install either react-router-dom or react-router-native.

For a web app, we’ll use **react-router-dom**

For a Mobile app, we’ll use react-router-native.

Since ours is a Web App, lets install react-router-dom from our node js command Prompt.

**npm install react-router-dom**

Now the Installation is Completed Successfully.

Lets run our demo-project using npm start.

Lets switch back to Visual Studio Code.

Lets import the required classes from react-router-dom in order to implement routing.

We are importing BrowserRouter, Switch, Route and Link. In a while we will understand the importance and usage of each one of this.

We will import our Employee, Department and Project Components as well.

Lets go to return method of our App Component.

Now we wanted the li elements to be shown as anchor tags so that user can navigate to different components by clicking on these anchor tags.

React Router provides a <**Link**> component to create links in your application. Wherever you render a <Link>, an anchor (<a>) will be rendered in your HTML document.

We wanted Employee Component to be displayed by default so, we just use / .

Now we will do the same for Department and for Project. But we change the value of to attribute. We access Departments Component by using /departments and Project component using /projects

Now we wanted someone to understand the url and display the respective component contents.

To each **Route**we specify the path and the component.

In order to enable the Routing for our App Component, typically we wrap our App Component in a Router.

React-Router-dom Provides BrowserRouter Component as the Router Component.

Save the Changes, navigate to the browser. We can click on different links and we see that we get the Contents of different Components.

As we click on each link, the url changes. We have configured that using Link Component.

**employee.js:**

import React from 'react';

import { useState, useEffect } from "react";

function Employee() {

const [employees,setEmployees]=useState([]);

useEffect(()=> {

fetch("https://localhost:44306/api/Employee")

.then(res => res.json())

.then(

(result) => {

setEmployees(result);

}

);

});

return (

<div>

<h2>Employees Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

<th>Location</th>

<th>Salary</th>

</tr>

</thead>

<tbody>

{employees.map(emp => (

<tr key={emp.Id}>

<td>{emp.Id}</td>

<td>{emp.Name}</td>

<td>{emp.Location}</td>

<td>{emp.Salary}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

export default Employee

**Department.js:**

import React from 'react';

import { useState, useEffect } from "react";

function Department() {

const [departments,setDepartments]=useState([]);

useEffect(()=> {

fetch("https://localhost:44306/api/Dept")

.then(res => res.json())

.then(

(result) => {

setDepartments(result);

}

);

});

return (

<div>

<h2>Departments Data...</h2>

<table>

<thead>

<tr>

<th>Id</th>

<th>Name</th>

</tr>

</thead>

<tbody>

{departments.map(d => (

<tr key={d.Id}>

<td>{d.Id}</td>

<td>{d.Name}</td>

</tr>

))}

</tbody>

</table>

</div>

);

}

export default Department

**App.js**

import React from 'react';

import ReactDOM from 'react-dom';

import {BrowserRouter, Link, Switch, Route} from 'react-router-dom';

import Employee from './employee';

import Department from './department';

import Project from './project';

function App(){

return(

<div>

<h2>Welcome to App Component...</h2>

<ul>

<li><Link to="/employees">Employees</Link></li>

<li><Link to="/departments">Departments</Link></li>

<li><Link to="/projects">Projects</Link></li>

</ul>

<Route path="/employees" component={Employee}></Route>

<Route path="/departments" component={Department}></Route>

<Route path="/projects" component={Project}></Route>

</div>

)

}

ReactDOM.render(<BrowserRouter><App></App></BrowserRouter>,document.getElementById("root"));

# Routing Part-2

In this article, we will continue discussing about Routing. This is Continuation to our previous article.

In the Code we have developed during our Previous article. We have created multiple components, placed multiple link components using which we have specified the Navigation URL’s and we have added multiple Route Components who will display the contents of a Component based on the URL Match.

If we look at the output, we can observe that by default we don’t get contents of any Component. We wanted Employee Component Contents should be displayed by default and the rest of the Navigation should remain same.

We will change the Navigation URL of the Link Component of Employees to**/**.

Save the Changes, navigate to the browser. We can see that we get the Employees Data by default.

But it has a Problem, lets click on departments link. We see that both Employees Data and Department data are being displayed.

That is because the Path of departments is /department. It has forward slash in it. So it is matching two routes.

The same thing happens if we click on Projects Link as well.

But that should not happen.

We can avoid that by adding "**exact**paths" to routes.

Save the changes,  navigate to the browser. We can see that we get the Employees Data by default.

lets click on departments link. We see only Department data. Same with the Case of Projects link as well.

When we click on a link, based on the Navigation URL, React Router tries to identify the Route which is having the matching Path.

As we see here, if it is Departments, we get Department Component contents, if it is Project, we get Project Component Contents.

We have another Problem to address.

Though Router finds a matching Route, it continues to search all the remaining routes as well to find the matching Route.

That means if we have 100 routes added, search will happen on all 100 routes irrespective of the match is found or not.

To understand it better, lets add another route which will be pointing to a Employee Component but lets keep the Path as departments.

Save the changes,  navigate to the browser. Click on Departments, we will get the contents of two components.

Though the second matches the path, still the search is continued further and returning the Contents of other Component as well.

But ideally we don’t want that to happen. If the matching path is found, we want to render that Route Component Contents and ignore the rest.

To make that to happen, we use another component called as **switch**. It works similar to switch case.

Lets place all our route elements with in the boundaries of **switch** component.

When a **<Switch>** is rendered, it searches through its children **<Route>** elements to find one whose path matches the current URL. When it finds one, it renders that <Route> and ignores all others.

Save the changes,  navigate to the browser. Click on Departments, we will get the contents of only Department components.

I hope we are very clear on What is Link, Switch and Route Components. We will continue this discussion in our next article.

function App(){

return(

<div>

<h2>Welcome to App Component...</h2>

<ul>

<li><Link to="/">Employees</Link></li>

<li><Link to="/departments">Departments</Link></li>

<li><Link to="/projects">Projects</Link></li>

</ul>

<Switch>

<Route exact path="/" component={Employee}></Route>

<Route path="/departments" component={Department}></Route>

<Route path="/projects" component={Project}></Route>

<Route path="/departments" component={Employee}></Route>

</Switch>

</div>

)

}

ReactDOM.render(<BrowserRouter><App></App></BrowserRouter>,document.getElementById("root"));

# Routing Part-3

In this article, we will continue discussing about Routing. This is Continuation to our Previous.

If we take a look at the Output of Program, we have three different links and we are able to Navigate to different Components.

Lets say we want to add some styling attributes to the Particular link when it is active, so it becomes easy for a user to identify which link he has Clicked.

React Router Provides another Component Called as NavLink which is a  special type of <Link> that can style itself as “active” when its to property value matches the current location.

Lets open index.html and add a new css class.

<style>

.testClass{

font-weight:bold;

color: red;

}

</style>

Lets go back to index.js, we will import NavLink Component.

For Departments and Projects, instead of using Link Component, lets use NavLink and we will use a New Property called as activeClassName. To this we will pass the css class we created.

<ul>

<li><Link to="/">Employees</Link></li>

<li><NavLink to="/departments" activeClassName="testClass">Departments</NavLink></li>

<li><NavLink to="/projects" activeClassName="testClass">Projects</NavLink></li>

</ul>

Save the Changes, Navigate to the browser. When we click on Departments link, we can see that that link is styled.

There are some possibilities that at times our application might generate some broken links or if user go and directly enter the Navigation URL, if that component doesnot exist, we can redirect users to specific component and display the message that this component doesnot exist.

Lets go ahead and Create a Component which is used for Displaying the Page Not Found message.

Now to the List of Routes, add one more Route Element at the end and set the Component value as Error Component. It will not have any specific path as such.

Remember to keep this at the end as this Route doesnot have any path. Else for any Navigation, our router shows up this Error Component.

Order of the Routes do play important role.

<Switch>

<Route exact path="/" component={Employee}></Route>

<Route path="/departments" component={Department}></Route>

<Route path="/projects" component={Project}></Route>

<Route component={InvalidPath}></Route>

</Switch>

Save the Changes, navigate to the browser. Now if we try to enter any other Navigation URL, Error Component Contents will be displayed.

# Routing Part-4

In this article, we will continue discussing about Routing.

If we take a look at the Output of our Previous Session Code, We are displaying the list of employees in a table.
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We would like to Provide Edit Option against each row of the table.

When we click on edit, we should be navigated to edit employee Component. To that Edit Employee Component Component, we have to carry the Employee ID so that we can make an API request using that Id and get the Employee Details.

In this session, we will understand how to create dynamic urls and carry the Employee ID through URL Parameter.

Lets Open index.js file from our demo-project.

Lets go to employee.js file, to the table we want to add a new column using which we can edit the employee.

Lets add a new Header Column.

We will add a New anchor tag, assuming that we will add a new Route with path as /employee/ we will pass employee id  as another parameter to the Route.

<a href={'/employee/'+emp.Id}>Edit</a>

Lets add new javascript file,  create a New Component which will receive this id, make a Web API Call by passing the Employee ID, get the Employee details and display for Edit.

This Component receives one URL parameter using which we will get the id.

I have the Contents of this Component available handy and Pasting it here.

Within useEffect hook, we will send a Web API Request.

To the Web API, we pass the Employee ID as Parameter and we get the id  value using

**{props.match.params.id}**

Upon receiving the response from API, we will update our employee state variable.

**EditEmployee.js**

import React from 'react';

import { useState, useEffect } from "react";

function EditEmployee(props) {

const [employee,setEmployee]=useState({});

useEffect(()=> {

fetch("https://localhost:44306/api/Employee/"+props.match.params.id)

.then(res => res.json())

.then(

(result) => {

setEmployee(result);

}

);

});

function changeEmployeeData(e){

}

return (

<div>

<h2>Employee Details...</h2>

<p>

<label>Employee ID : <input type="text" name="Id"

value={employee.Id} onChange={changeEmployeeData}></input></label>

</p>

<p>

<label>Employee Name : <input type="text" name="Name"

value={employee.Name} onChange={changeEmployeeData}></input></label>

</p>

<p>

<label>Employee Location : <input type="text" name="Location"

value={employee.Location} onChange={changeEmployeeData}></input></label>

</p>

<p>

<label>Employee Salary : <input type="text" name="Salary"

value={employee.Salary} onChange={changeEmployeeData}></input></label>

</p>

<button>Update</button>

</div>

);

}

export default EditEmployee

Now lets go to index.js file. Import the EditEmployee Component.

Lets add a New Route, to this Route path, we will pass two segments. First segment is employee and we will pass id as the next segment. We want to make id as dynamic. So we write

<Route path="/employee/:id" component={EditEmployee}></Route>

 Save the Changes, navigate to the browser. We can click on edit link of any employee, we will be displaying the employee details in edit mode.

One can see that id is carried as part of navigation url.

Lets click on Back button. We can click on edit link of any other row, we can see that respective employee details are being displayed in Edit mode.

If required we can pass multiple Parameter values through the URL.

# Routing Part-5

In this article, we will continue discussing about Routing.

If we take a look at the Output of our Previous Session Code, We are displaying the list of employees in a table.

When we click on edit, we are navigated to edit employee Component and we are displaying the Employee Details.

Now what if if we want to display the Employee Data in different tabs.

Employee Personal Information in One tab

Employee Salary Information in One Tab

Employee Projects Information in One Tab.
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That means we have to Add route Components to our EditEmployee Component and provide a way for users to navigate between the Tabs.

In this session, we will understand how to create Nested Routes and how do we Navigate.

Let’s Open EditEmployee.js file from our demo-project.

Let’s Create three Components.

The first one is EmployeePersonalInfo, lets cut the code from EditEmployee Component and we will paste it in EmployeePersonalInfo Component.

We will create the remaining two components. They are EmployeeSalaryInfo and EmployeeProjectInfo, I have the code handy and pasting it here.

Now lets go to EditEmployee Component.

Lets return a div container,

Lets add the Navigation using Link Component.

One Link Component is for Personal Details Tab, One is for Salary Details Tab and the other One is for Project Details Tab.

We wanted the Personal Details tab to be displayed by default. So lets add to attribute for each Link Component. So the Navigation url is going to be /employee/ employee id. We get the employee id from the url parameter using props.match.params.id

But For Salary Link Component to attribute value, we add /salary and for Project Link Component to attribute value, we add /projects.

Lets add the Route Components required. I have the Code handy and Pasting it here.

Save these Changes, navigate to the browser.

Lets click on edit of any employee record, we can see that we have three different links again. We can navigate to different Components by Clicking on different links.

**EditEmployee.js**

import React from 'react';

import { useState, useEffect } from "react";

import {Link,NavLink, Switch, Route} from 'react-router-dom';

function EmployeeSalaryInfo() {

return (

<h2>Employee Salary Details...</h2>

);

}

function EmployeeProjectInfo() {

return (

<h2>Employee Project Details...</h2>

);

}

function EmployeePersonalInfo(props){

const [employee,setEmployee]=useState({});

useEffect(()=> {

fetch("https://localhost:44306/api/Employee/"+props.match.params.id)

.then(res => res.json())

.then(

(result) => {

setEmployee(result);

}

);

});

function changeEmployeeData(e){

}

return (

<div>

<h2>Employee Details...</h2>

<p>

<label>Employee ID : <input type="text" name="Id"

value={employee.Id} onChange={changeEmployeeData}></input></label>

</p>

<p>

<label>Employee Name : <input type="text" name="Name"

value={employee.Name} onChange={changeEmployeeData}></input></label>

</p>

<p>

<label>Employee Location : <input type="text" name="Location"

value={employee.Location} onChange={changeEmployeeData}></input></label>

</p>

<p>

<label>Employee Salary : <input type="text" name="Salary"

value={employee.Salary} onChange={changeEmployeeData}></input></label>

</p>

<button>Update</button>

</div>

);

}

function EditEmployee(props) {

return(

<div>

<Link to={"/employee/"+props.match.params.id}>Personal</Link> &nbsp;&nbsp;

<NavLink to={"/employee/"+props.match.params.id+"/salary"} activeClassName="testClass">Salary</NavLink>&nbsp;&nbsp;

<NavLink to={"/employee/"+props.match.params.id+"/projects"} activeClassName="testClass">Projects</NavLink>

<Switch>

<Route exact path="/employee/:id" component={EmployeePersonalInfo}></Route>

<Route path="/employee/:id/salary" component={EmployeeSalaryInfo}></Route>

<Route path="/employee/:id/projects" component={EmployeeProjectInfo}></Route>

</Switch>

</div>

)

}

export default EditEmployee

If we observe our Route Components, for every Route Component Path, we have passed the Hardcoded path as /employee/:id, instead of doing that if we want to read the current url and append the rest of the path here, we can write

path={props.match.url+"/salary"}

The same can be done for projects as well.

One can observe that the Navigation url’s remain same.

# Protected Routes

In this article, we will continue discussing about Routing.

In our last article, we have discussed about Programmatic navigation in React.

If we look at the Output of our routing Program we have developed in the last session, we have three components named login, home and editprofile. When we enter the valid credentials we are navigating users to home component. But our application is having an issue. home or edit profile components can still be accessed by Users who don’t have the LogIn Credentials.

In this article, we will discuss about how to **Protect our routes** so that only Logged In Users can access Home or Edit Profile Components.

Lets Open index.js file from our demo project.

When user clicks on home link or edit profile, we have to verify if user is already logged in or not. If user is logged in, we will allow user to navigate else we will redirect user to Login Component.

Lets create one object which will manage the user authentication related part.

We will create one property isLoggedIn using which we will track if the User is logged in or not and we will initialize it to false.

Lets add a method called as onAuthenticate and with in this method, we will set isLoggedIn to true.

Lets create another method from which we will return isLoggedIn value.

We will be creating a component called SecuredRoute  which would accept the component to which application has to route if the user is authenticated. Otherwise user will be redirected to login component.

We use Render Properties, we will check if user is logged in or not. If user is Logged in , we will render that respective component else we will redirect to login Component.

Now lets go to App Component, lets secure our home component and edit profile component by using our securedroute component.

Save the changes, navigate to the browser.

Now try to access home or edit profile components, we will not be able to access them.

Now enter valid credentials, we will be redirected to home component. From there we can access edit profile component.

import React, { useState, Component } from 'react';

import ReactDOM from 'react-dom';

import {BrowserRouter, Link, NavLink, Switch, Route, Redirect} from 'react-router-dom';

const authentication={

isLoggedIn:false,

onAuthentication(){

this.isLoggedIn=true;

},

getLogInStatus(){

return this.isLoggedIn;

}

}

function SecuredRoute(props){

return(

<Route path={props.path} render={data=>authentication.getLogInStatus()?(

<props.component {...data}></props.component>):

(<Redirect to={{pathname:'/'}}></Redirect>)}></Route>

)

}

function LogIn(props){

const [loginData,setLoginData]=useState({username:'',password:''});

function changeLogInData(e){

setLoginData({...loginData,[e.target.name]:e.target.value});

}

function onLogIn(){

fetch("https://localhost:44306/api/Test",{

method:'POST',

headers:{'Content-type':'application/json'},

body:JSON.stringify(loginData)

}).then(r=>r.json()).then(result=>{

if(result){

authentication.onAuthentication();

props.history.push('/home');

}

else{

alert('Invalid UserName or PassWord');

}

});

}

return(

<div>

<h2>Welcome to LogIn...</h2>

<p>

<label>UserName : <input type="text" value={loginData.username}

name="username" onChange={changeLogInData}></input></label>

</p>

<p>

<label>PassWord : <input type="text" value={loginData.password}

name="password" onChange={changeLogInData}></input></label>

</p>

<button onClick={onLogIn}>LogIn</button>

</div>

)

}

function Home(props){

function onNext(){

props.history.replace('/editprofile');

}

return(

<div>

<h2>Welcome to Home...</h2>

<button onClick={onNext}>Next</button>

</div>

);

}

function EditProfile(){

return(

<div>

<h2>Welcome to Edit Profile...</h2>

</div>

);

}

function App(){

return(

<div>

<h2>Welcome to App Component...</h2>

<Link to="/">LogIn</Link>&nbsp;&nbsp;

<NavLink to="/home" activeClassName="testClass">Home</NavLink>&nbsp;&nbsp;

<NavLink to="/editprofile" activeClassName="testClass">Edit Profile</NavLink>

<Switch>

<Route exact path="/" component={LogIn}></Route>

<SecuredRoute path="/home" component={Home}></SecuredRoute>

<SecuredRoute path="/editprofile" component={EditProfile}></SecuredRoute>

</Switch>

</div>

)

}

ReactDOM.render(<BrowserRouter><App></App></BrowserRouter>,

document.getElementById("root"));

# Prevent Navigation

In this article, we will continue discussing about Routing.

In our last article, we have discussed about how to Protect our routes so that only Logged In Users can access Home or Edit Profile Components.

If we look at the Output of our routing Program we have developed in the last session, we have three components named login, home and editprofile. When we enter the valid credentials we are navigating users to home component. From home Component, user can navigate to Edit Profile Component as well.

Now assuming that EditProfile Component looks this way, user can change his Profile details and update them by Clicking on Update.

Now imagine that we made some changes to the User Profile details and by mistake we clicked on home tab. Then we get navigated to home component. Now if we go back to edit profile component, we don’t find our changes. Its because the component gets unmounted when we go away from a component. But it would have been good if our application prompts a notification to the user that there are some unsaved changes. Do you really want to go away. So that user can take appropriate action.

In this article, we will understand **prevent the user from navigating** away from a page when there are some **unsaved changes**.

Lets open index.js file from our demo-project.

Lets go to Edit Profile Component, create one state variable which holds user information like first name, last name and email Id.

Lets add the required input elements and let the input elements display the user details by reading from the state variable.

We will add a button to update the user details.

We will implement the onDataChange function and with in that function, we will update the state object.

Lets add one more state variable using which we can track if the data is changed by the user or not and we will initialize it to false.

When there is a change of user data, we will set isDataChanged to true.

We will set this to false again when user clicks on update button.

we use Prompt Component to prompt a notification when the transition happens.

We will import prompt from react router dom.

We show the Prompt component when we have unsaved changes. We can pass the message as well.

Save the changes, navigate to the browser.

Navigate to the edit profile component. Make some changes to the user profile. Now if we click on home link, we get the notification.

We can save the user details. Now if we click on home link, we get navigated without any notification.

import React, { useState, Component } from 'react';

import ReactDOM from 'react-dom';

import {BrowserRouter, Link, NavLink, Switch, Route, Redirect, Prompt} from 'react-router-dom';

const authentication={

isLoggedIn:false,

onAuthentication(){

this.isLoggedIn=true;

},

getLogInStatus(){

return this.isLoggedIn;

}

}

function SecuredRoute(props){

return(

<Route path={props.path} render={data=>authentication.getLogInStatus()?(

<props.component {...data}></props.component>):

(<Redirect to={{pathname:'/'}}></Redirect>)}></Route>

)

}

function LogIn(props){

const [loginData,setLoginData]=useState({username:'',password:''});

function changeLogInData(e){

setLoginData({...loginData,[e.target.name]:e.target.value});

}

function onLogIn(){

fetch("https://localhost:44306/api/Test",{

method:'POST',

headers:{'Content-type':'application/json'},

body:JSON.stringify(loginData)

}).then(r=>r.json()).then(result=>{

if(result){

authentication.onAuthentication();

props.history.push('/home');

}

else{

alert('Invalid UserName or PassWord');

}

});

}

return(

<div>

<h2>Welcome to LogIn...</h2>

<p>

<label>UserName : <input type="text" value={loginData.username}

name="username" onChange={changeLogInData}></input></label>

</p>

<p>

<label>PassWord : <input type="text" value={loginData.password}

name="password" onChange={changeLogInData}></input></label>

</p>

<button onClick={onLogIn}>LogIn</button>

</div>

)

}

function Home(props){

function onNext(){

props.history.replace('/editprofile');

}

return(

<div>

<h2>Welcome to Home...</h2>

<button onClick={onNext}>Next</button>

</div>

);

}

function EditProfile(){

let [isDataChanged,setDataChanged]=useState(false);

let [userInfo,setUserInfo]=useState({firstName:'SpringPeople',

lastName:'Technologies',

userName:'SpringPeople Tech',

emailId:'SpringPeople@gmail.com',

contactNo:'+91-9945699393'});

function saveChanges(){

setDataChanged(false);

}

function onUserDataChange(e){

setUserInfo({...userInfo,[e.target.name]:e.target.value});

setDataChanged(true);

}

return(

<div>

<Prompt when={isDataChanged}

message={()=>"There are Some Unsaved Changes. Do you want to go Away?"}></Prompt>

<h2>Welcome to Edit Profile...</h2>

<p>

<label>First Name : <input type="text" name="firstName"

onChange={onUserDataChange}

value={userInfo.firstName}></input></label>

</p>

<p>

<label>Last Name : <input type="text" name="lastName"

onChange={onUserDataChange} value={userInfo.lastName}></input></label>

</p>

<p>

<label>User Name : <input type="text" name="userName"

onChange={onUserDataChange}

value={userInfo.userName}></input></label>

</p>

<p>

<label>Email ID : <input type="text" name="emailId"

onChange={onUserDataChange}

value={userInfo.emailId}></input></label>

</p>

<p>

<label>Contact Number : <input type="text" name="contactNo"

onChange={onUserDataChange}

value={userInfo.contactNo}></input></label>

</p>

<button onClick={saveChanges}>Save</button>

</div>

);

}

function App(){

return(

<div>

<h2>Welcome to App Component...</h2>

<Link to="/">LogIn</Link>&nbsp;&nbsp;

<NavLink to="/home" activeClassName="testClass">Home</NavLink>&nbsp;&nbsp;

<NavLink to="/editprofile" activeClassName="testClass">Edit Profile</NavLink>

<Switch>

<Route exact path="/" component={LogIn}></Route>

<SecuredRoute path="/home" component={Home}></SecuredRoute>

<SecuredRoute path="/editprofile" component={EditProfile}></SecuredRoute>

</Switch>

</div>

)

}

ReactDOM.render(<BrowserRouter><App></App></BrowserRouter>,

document.getElementById("root"));

# Redux Part-1

**State management** is absolutely critical in a Web Application Development.

We have discussed about how we manage state in a react application using State and Context.

**State**contains data specific to a given component that may change over time.

Using **Context**, we pass the data from parent component to Child component and from Child to Parent which are placed at different nesting levels.

For low-frequency updates like locale or theme changes or user authentication, the React Context is perfectly fine. But with a more complex state object like products in the shopping cart which has high-frequency updates, the React Context won't be a good solution. Because, the React Context will trigger a re-render on each update, and optimizing it manually can be really tough.

**Redux** provides a solid, stable and mature solution to managing state in your React application.

If we have components that are siblings and need to share data, the way to do that in React is to pull that data up into a parent component and pass it down with props.

That can be cumbersome though. Redux can help by giving you one global “parent” where you can store the data, and then you can connect the sibling components to the data with React-Redux.

In this article, we will start understanding Redux.

Lets Open Index.js file from our demo-project.

Add a New Javascript file in our src folder and we will name it as Employee.

I have the Contents of this Component handy and I Paste it here.

We will create a new Component in our index.js file called AppComponent and we will call our Employee Component from AppComponent.

We will render the AppComponent to our ReactDOM.

Save the Changes, navigate to the browser.

We can see that Employee Salary gets changed as we click on increase or decrease buttons.

To start understanding **Redux**, we will re-write the same example using redux so that one can understand the basics of redux so well before we get into complex examples.

 Lets install redux into our project by running a command

**Npm install –save redux react-redux**

redux gives you a store, and lets you keep state in it, and get state out, and respond when the state changes. But that’s all it does.

It’s actually react-redux that lets you connect data of the state to React components.

The redux library can be used outside of a React app too. It’ll work with Vue or Angular apps as well.

Lets create one Global store using Redux where we are going to keep our data.

Redux comes with a handy function that creates stores, and it’s called **createStore**.

To this createStore, We have to provide a function that will return the state data based on the action user performs. This function takes two parameters, one is the state data and the other one is action. That function is called a **reducer**in Redux terminology.

In short, reducer is a function that takes the current state, and an action, and returns the newState

We can create an employee object and pass that to the state parameter.

**Action** is a JavaScript object. Action will have a type property that indicates the type of action being performed. Types should typically be defined as string constants.

We will write switch case on the action type and accordingly increment or decrement the salary.

And we return the state object.

Now it’s time to hook up Redux to React.

To do that, the react-redux library comes with 2 things: a component called **Provider**, and a function called **connect**.

By wrapping the entire app with the Provider component, every component in the app tree will be able to access the Redux store if it wants to.

After this, Employee Component, and children of Employee, and children of their children, and so on – all of them can now access the Redux store.

But not automatically. We’ll need to use the connect function on our components to access the store.

Lets go to Employee.js file,

Lets remove the state object and setstate calls we are doing.

We can access the salary from the redux store using the props.

When user clicks on increment or decrement button, we initiate the state change trigger by calling dispatch method. To the dispatch method, we pass the type.

We do the same in decrement function as well.

To get the Salaryout of Redux, we first need to import the connect function.

Then we need to “connect” the Employee component to Redux at the bottom.

To the connect function, we pass another function as a parameter and that function takes state object as parameter and we can return the salary.

Connect is a higer order Component to which we pass our Employee Component

Save the Changes, navigate to the browser.

We can see that Employee Salary gets changed as we click on increase or decrease buttons.

I hope we are clear now on what is action, reducer and store in redux.

We will continue our discussion in our next article.

**Index.js**

import React from 'react';

import ReactDOM from 'react-dom';

import Employee from './Employee';

import {createStore} from 'redux';

import {Provider} from 'react-redux';

const employeeData={

salary:15000

};

const reducer=(state=employeeData,action)=>{

switch(action.type){

case 'INCREMENT':

return {salary:state.salary + 1000};

case 'DECREMENT':

return {salary:state.salary - 1000};

default:

return state;

}

}

const store=createStore(reducer);

const App = () => (

<Provider store={store}>

<Employee></Employee>

</Provider>

);

ReactDOM.render(<App></App>,document.getElementById("root"));

**Employee.js**

/\* eslint-disable no-useless-constructor \*/

import React from 'react';

import {connect} from 'react-redux';

class Employee extends React.Component {

constructor(props){

super(props);

}

incrementSalary = () => {

this.props.dispatch({type:'INCREMENT'});

}

decrementSalary = () => {

this.props.dispatch({type:'DECREMENT'});

}

render() {

return (

<div>

<h2>Welcome to Employee Component...</h2>

<div>

<p>

<label>Employee Salary : <b>{this.props.salary}</b></label>

</p>

<button onClick={this.incrementSalary}>Increment</button>

<button onClick={this.decrementSalary}>Decrement</button>

</div>

</div>

)

}

}

function mapStateToProps(state){

return{

salary:state.salary

};

}

export default connect(mapStateToProps)(Employee);